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CAUTION
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## Chapter 1

## GETTING STARTED

## Overview

The 1260 Series consists of a variety of relay switching modules, the 1260-14 digital test module, and the Option-01T switch module controller.

Up to twelve 1260-Series modules may be installed into a VXI chassis. A single 1260A Option-01T controls all 1260-Series modules in the VXI chassis. The Option-01T is installed only inside the module that occupies the left-most chassis slot in the group. When the slot 0 controller sends a command to the Option-01T, 25 the Option-01T responds by communicating with the appropriate switch modules to open or close relays, or to verify status of the relays.

## Items Shipped with the 1260A Option-01T

## Installation and Setup

The following items are shipped with the 1260A Option-01T:

- 1260A Option-01T PCB Assembly:
- with 16 MHZ CPU: P/N 405108-001
- Operating Manual: Publication number 980806-999


## Installing the Option01T into a Switch Module

If you purchase your Option-01T and a 1260-Series module together, then the switch module is shipped with the Option-01T pre-installed. If this is the case, skip to the next subsection: Logical Address Switches. Otherwise, install the Option-01T into the 1260-Series module as follows.

First, if you are using more than one 1260 -Series switch module, decide how you will arrange the modules in the VXI chassis. Keep in mind that a single Option-01T can control up to twelve 1260-Series switch modules. This requires that all 1260-Series modules be placed in a contiguous group, i.e., with no other modules or empty slots
between them. Also, the switch module containing the Option-01T must be the left-most module of the group.

## CAUTION:

## ALWAYS PERFORM DISASSEMBLY, REPAIR AND CLEANING AT A STATIC SAFE WORKSTATION.

Once you have decided which switch module will contain the Option01T, refer to Figure 1-1 for installation:
(1) Remove the top and bottom covers of the switch module.
(2) Remove the jumper board (P/N 401951) fitted to connector J4 on the switch module. For the 1260-40, remove the jumpers that are installed in connector J4.
(3) Remove the jumper board (P/N 401951-003) fitted to connector J3 on the switch module.
(4) Align the Option-01T connectors with those on the switch module: P3 to J3, and P4 to J4. Press the Option-01T firmly onto the switch module, taking care not to bend or damage any pins on the connectors.
(5) Secure the Option-01T to the switch module using the three screws provided (See Figure 1-1).
(6) Install the SYSFAIL indicator cable supplied with the Option-01T (See Figure 1-1). Connect the three-pin connector to the threepin plug on the Option-01T (the cable is wired so that the indicator will work properly regardless of which way the three-pin connector is plugged in). Locate the hole marked FAIL at the top of the switch module front panel. Insert the LED into the hole from the front of the panel, so that the pins point into the module. Press gently on the front of the LED until it snaps in place. Then plug the two-pin connector of the SYSFAIL cable into the LED. The long lead of the LED connects to the Black wire lead of the Connector.
(7) Reinstall the top and bottom covers of the switch module.


Figure 1-1, Installing the Option-01T

## Logical Address

 SwitchesA logical address is a number from 1 to 254 , inclusive, assigned to a VXI module. Generally, each VXI module must have unique logical address assigned to it. The slot 0 controller uses logical addresses to distinguish one module from other modules in the same VXI chassis.

Since the Option-01T communicates directly with the slot 0 controller, it must have a logical address. There are two ways to assign a logical address to the Option-01T:
(1) Auto-configuration (or "Dynamic Configuration"). In this mode, the slot 0 controller assigns a unique logical address to the Option-01T automatically. To enable auto-configuration for the Option-01T, set all of the logical address DIP switches on the Option-01T to the ON position (refer to Figure 1-2).
(2) Manual address assignment. Using the DIP switches on the Option-01T, you may set the logical address yourself. If you are manually assigning logical addresses for any other modules in the VXI chassis, you must select a logical address for the Option-01T that is not used by any other modules.

Referring to Figure 1-2, set the DIP switches to correspond with the logical address you have chosen. Each segment of the DIP switch represents a number, as shown in Figure 1-2. The logical address equals the sum of the values of all switches that are set to the ON position. For example, to set the logical address to 10, set switch segments 2 and 4 to ON, and set all others to OFF (Switch 2 represents 2 and switch 4 represents 8 , for a sum of 10). The logical address must be from 1 to 254, inclusive. A switch setting of 255 (all switches set to ON) selects the auto-configuration mode.

To set the logical addresses of other VXI modules in the same chassis, refer to the manufacturer's documentation. Make sure each module is set to a unique logical address, or use the auto-configuration mode by setting the logical address to 255 .

## Interrupt Level

During operation, the Option-01T will assert interrupts to the slot 0 controller. On power turn-on, the interrupt priority defaults to level 2. This level will provide optimum results for most situations. However, if you wish to change the interrupt level, you may do so under software control by following the procedure given in Section 2: Setting the Interrupt Level.


Figure 1-2, Setting the Option-01T Logical Address

# Module Address Switches 

Since 1260-Series switch modules do not communicate directly with the slot 0 controller, they do not use logical addresses. Instead, they use module addresses. Each 1260-Series module has its own unique module address from 1 to 12, inclusive. The Option-01T uses the module addresses to distinguish one switch module from others in the same group, in much the same manner as the slot 0 controller uses logical addresses for modules it communicates with.
(1) Decide on a unique module address, from 1 to 12, inclusive, for each 1260-Series switch module.
(2) Set the module address by using the DIP switch on the switch module (See Figure 1-3). If the module is a 1260-40, remove the module covers. For other modules, you may access the DIP switches through the openings in the bottom cover. Referring to Figure 1-3, set the switch module DIP switches to correspond with the desired module address. Each segment of the DIP switch represents a number, as shown in Figure 13. The module address equals the sum of the values of all switches that are set to the ON position. For example, to set the module address to 5 , set switch segments 2 and 4 to ON, and set all others to OFF (switch 4 represents 1 and switch 2 represents 4 , for a sum of 5 ). Switch 4 is the least significant bit.
(3) Repeat step (2) for each 1260-Series switch module. Make sure you assign a unique module address for each module.


SWITCH S1 (MODULE ADDRESS) WILL BE LOCATED IN ONE OF THESE LOCATION


Figure 1-3, Local Bus Jumper Switches and Module Address Switches

## VXI Local Bus Connections

All 1260-Series switch modules must be daisy-chained together along the VXI Local Bus to allow communication between the master module (the module with the Option-01T) and the rest of the modules. The 1260-Series switch modules must also be isolated from other types of VXI modules that use the VXI Local Bus.

The 1260-Series switch modules use Local Bus Jumper Assemblies and Local Bus switches to make the proper daisy-chain connections. The Local Bus Jumper Assembly, P/N 405951, connects inside the switch module at connector J4, located next to VXIbus connector P2 (See Figure 1-4). The Local Bus Jumper Assembly connects the switch module to the module to the left via the Local Bus.

Each switch module has two DIP switches, each having six switch segments that are referred to as Local Bus switches. Located on the reverse side of the switch module (See Figure 1-3), they are accessible through an opening in the module cover. When closed (set to ON), these switches connect the switch module to the module to its right via the Local Bus.

Figure 1-5 shows how the Local Bus is daisy-chained across several switch modules. Note that the master switch module (with the Option01T) must be isolated from the module to its left. This is done for you automatically, since the Option-01T does not connect to the module to its left. Also note that the switch module at the right end of the group must be isolated from the module to its right. This is done by making sure that the Local Bus switches on the right-hand switch module are open.

In summary, simply follow these steps to properly daisy-chain the Local Bus:
(1) Install all 1260-Series switch modules in a single group, with no empty spaces or other types of modules in between.
(2) Install a Local Bus Jumper Assembly (P/N 405951) at connector P4 of each module, except for the module containing the Option-01T. You must remove the top module cover to gain access to connector P4. (See Figure 1-4).
(3) Open all Local Bus switches on the module at the extreme right. For all other switch modules, set all of the Local Bus switches to ON or CLOSE. (See Figure 1-3).

## NOTE:

If you are installing more than eight 1260-Series modules in a group, you must solder a jumper wire across W22 on the Local Bus Jumper Assembly (P/N 401951) in the far-right 1260-Series module. This properly terminates the Local Bus so that data is transferred reliably.

The jumper wire may be left in place when using fewer switch modules, but must be present ONLY in the module at the far right of the switch module group.

## Bus Grant Connections

Bus Grant connections must be daisy-chained in a manner similar to the Local Bus. To properly daisy-chain the Bus Grant signal, use a Bus Grant Jumper Assembly, P/N 405951-003. Install the jumper assembly at connector P3 of each 1260-Series module, except for the module containing the Option-01T. See Figure 1-4 for the proper jumper orientation.


Figure 1-4, Installing the Bus Grant and Local Bus Jumpers


Figure 1-5, Local Bus Daisy-Chaining

## Local Bus Lockout Keys

The Option-01T uses the VXI Local Bus to communicate with the switch modules. By using the Local Bus, the Option-01T is able to send commands to the switch modules without slowing down other VXIbus communications. Certain other types of VXI modules also use the Local Bus and, if installed improperly, may cause damage or be damaged by accidental connection with the Option-01T. Lockout keys are used to preventing anyone from positioning VXI modules so that they conflict on the Local Bus.

Figure 1-6 shows the three types of lockout keys provided with the Option-01T. Install them as follows (refer to Figure 1-7).

- Install an "A" lockout key in the far-left module in the 1260-Series group.
- Install a "C" lockout key in the far-right module in the 1260 -Series group.
- Install an "AC" lockout key in each of the other 1260-Series modules.

"C" KEY

"A" KEY

"A/C" KEY

Figure 1-6, Local Bus Lockout Keys


Figure 1-7, Local bus Key Installation

## Installing the Switch Modules

Before installing a switch module into the VXI chassis, visually inspect it to ensure that it has no bent, damaged, or missing connector pins. Pay particular attention to connectors P1 and P2 at the rear of the module. Repair any damage before proceeding.

To install the switch module into a VXI chassis, refer to Figure 1-8. Ensure that connector P1 on the module is oriented to mate with the corresponding connector on the chassis backplane. Align the module with the guides at the desired slot, and slide the module into the chassis. Push the module firmly into place so that the front panel of the module is flush with the front of the chassis opening. Secure the module to the chassis with the captive screws provided at the top and bottom edges of the module.

To connect the 1260-Series switch modules to the external equipment, refer to the individual switch module manuals.

You are now ready to apply power to the VXI chassis and begin operating the switch modules.


Figure 1-8, Switch Module Installation

# Communicating with the Switch Modules 

## Activating VXI Chassis Power

## Communicating via the VXIbus

System Start-Up

Follow the instructions in your VXI chassis operating manual to connect the chassis to a power source and turn on the power switch.

After the VXIbus chassis has been powered on, the slot 0 module initializes modules over the VXIbus. This may be done automatically, as is the case with most GPIB/VXI slot 0 controllers, or may have to be performed manually, by running a "Resource Manager" program.

For most non-GPIB/VXI slot 0 controllers, such as the National Instruments' VXI/MXI controller, the Resource Manager program must be executed on the computer which is connected to the slot 0 device in the VXIbus Chassis. The Resource Manager program for the National Instruments' VXI/MXI program is called "RESMAN". Consult your slot 0 documentation for more information on the Resource Manager program.

The Resource Manager performs several operations with each module in the VXIbus. For the Option 01T to execute successfully, the Resource Manager program must:
a. Allocate memory in A24 memory space.
b. Write the offset for the A24 memory space into the Option 01T's VXI "Offset Register"
c. Enable the A24 memory by writing a "1" to the Option 01T's VXI "Status/Control" Register "A24/A32 Enable" bit.
d. Assign the interrupt level that the Option-01T will assert by sending the "Assign Interrupter" command.
e. Send the "Begin Normal Operation" command to enable the Option-01T to accept commands such as "OPEN", "CLOSE", and so on.
each time the power to the VXIbus Chassis is powered on. For GPIB/VXI systems, this is done automatically when the system is powered on.

Consult your slot 0 module information for more detail on the system startup and Resource Manager operation.

## NOTE:

The Resource Manager MUST perform steps (A), (B), and (C) above even if the Option-01T will only be used in register-based mode (by poking relay control data directly to the relay cards). Step (E) must be performed to send SCPI commands to the Option-01T (messagebased mode).

A Sample Resource Manager display is shown in Figure 1-9. The Option-01T was set at logical address 34 for this example.

```
>>>>>>>>>> Resource Manager Operations Begun <<<<<<<<<<
Resource Manager is a Nat'l Insts PCI-MXI-2 "PCI-MXI-2"
    at Logical Address (LA) 0.
IDENTIFYING VXI/VME/MXIbus DEVICES:
Waiting (0 sec's) for SYSFAIL* to be removed from the backplane...done.
Configuring Extender 0:
    SC Message Based device "PCI-MXI-2" found at LA 0.
    SC Mainframe Extender device "VXI-MXI-2" found at LA 1.
    Verifying Self Tests:
            LA 0 Passed Self-Test.
            LA }1\mathrm{ Passed Self-Test.
Configuring Mainframe 1:
    The Slot 0 device is LA 1.
    Cards seen in Slots: 0, 2.
    SC Mainframe Extender device "VXI-MXI-2" found at LA 1 in slot 0.
    SC Message Based device "DEVICE_34" found at LA 34 in slot 2.
    No DC devices found.
    Verifying Self Tests:
        DEVICE_34 (LA 34) Passed Self-Test.
```

CONFIGURING ADDRESS MAP:
A24 Address Map:
PCI-MXI-2 (LA 0 ) requests no memory.
VXI-MXI-2 (LA 1) requests $0 \times 4000$ bytes (allocated at $0 \times 800000$ ).
DEVICE_34 (LA 34) requests $0 \times 4000$ bytes (allocated at 0x804000).
A32 Address Map:
PCI-MXI-2 (LA 0 ) requests $0 \times 1000000$ bytes (allocated at $0 \times 80000000$ ).
VXI-MXI-2 (LA 1) requests no memory.
DEVICE_34 (LA 34) requests no memory.

Figure 1-9, Sample Execution of the Resource Manager Program (Part 1)

CONFIGURING COMMANDER/SERVANT HIERARCHY:
Finding 'Commander' Message Based Devices:
LA 34 is a 'Servant only' Message Based device.
Initial Commander/Servant Hierarchy is as follows:
Resource Manager PCI-MXI-2 (LA 0) is highest commander.
Granting commander PCI-MXI-2 (LA 0) servant VXI-MXI-2 (LA 1).
Granting commander PCI-MXI-2 (LA
0) servant DEVICE_34 (LA 34).

Known Servant Lists are as follows:
PCI-MXI-2 (LA 0 ) has servants:
VXI-MXI-2 (LA 1)
DEVICE_34 (LA 34)
VXI-MXI-2 (LA 1) has servants: none (It is a Mainframe Extender Device).
DEVICE_34 (LA 34) has servants: none (Message Based Servant Only).

ALLOCATING VXI/VME IRQ LINES:
Finding out protocols supported by Message Based Servants:
Requesting Protocols for LA 34: RG EG ERR PI TRG I4 I.
Done.
Mainframe 1:
Assigning Interrupt lines to Static Non-VXI (VME) Handlers:
Assigning Interrupt lines to Programmable VXI Handlers:
PCI-MXI-2 (LA 0), PH \#1, allocated interrupt line 7.
Assigning Interrupt lines to Static Non-VXI (VME) Interrupters:
Assigning Interrupt lines to Programmable VXI Interrupters:
DEVICE_34 (LA 34), PI \#1, assigned interrupt line 7.

INITIATING NORMAL OPERATION:
Sending out Begin Normal Operation to Immediate Message Based Servants:
LA 34.
Done.

```
>>>>>>> Resource Manager Operations Completed <<<<<<<<
```

Figure 1-9, Sample Execution of the Resource Manager Program (Part 2)

## Switch Controller Self-Test

## Resetting the Switch Modules

The Option-01T performs a self-test at power-up. The self-test may also be performed by sending the "*TST?" command.

To perform the self-test
A) Send the "*TST?" command to the Option-01T
B) Wait 30 seconds
C) Read the reply from the Option-01T.

The self-test will return a numeric reply. The following values may be returned from the self-test:
-0 The self-test has completed successfully
-1 The ROM checksum test failed
-2 The RAM test failed
-3 The Nonvolatile memory (EEPROM) test failed
-4 The real-time clock/timer test failed
If the self-test fails, either at power-up, or in response to the "*TST?" command, an error is placed in the "error queue" of the Option-01T. The error queue may be read using the
"SYSTEM:ERROR?" (or "SYST:ERR?")
query. The reply to this command will contain some additional details about the self-test failure. This includes, for example, the expected ROM checksum and the calculated checksum (for a ROM test failure), the address, expected and read patterns (for a RAM test failure), and so on.

The Option-01T, and all switch and digital modules controlled by it, may be reset using the
"*RST"
command. This commands sets the Option-01T and 1260 modules to the state as shown in Table 1-1:

Table 1-1, Attributes, Related Commands, and Reset State

| Attribute | Related Command(s) | Reset State |
| :---: | :--- | :--- |
| Relay States | *SAV 0 <br> OPEN <br> CLOSE | The states are recalled from nonvolatile <br> memory location 0. This is set by the user <br> using the "*SAV 0" command. As shipped <br> from the factory, these are all in the OPEN <br> position |
| Trigger Input Source | TRIGGER: SOURCE | IMMediate |
| Trigger Count | TRIGGER:COUNT | 1 |
| Trigger Input Delay | TRIGGER: DELAY | 0.0 seconds |
| Trigger Output | OUTPUT:TTLTRG<X> | None (Disabled) |
| Trigger Output | OUTPUT: DELAY | 0.0 seconds |
| Delay | Confidence Mode | MONITOR:STATE |
| Scan List | ROUTE:SCAN | Off |
| Include List | ROUTE: INCLUDE | No Include Lists Defined |
| Exclude List | ROUTE: EXCLUDE | No Exclude Lists Defined |

## Selecting Relays to Operate

## Module Addresses

Relays may be closed using the "CLOSE" command, or opened using the "OPEN" command. These and other commands must specify a relay (or multiple relays) within the command. The commands use the combination of a module address and the channel within the module to identify a particular relay to operate. The following paragraphs describe these in greater detail.

Each 1260 series switch module within the VXIbus chassis must have a unique module address. The module address is set using the DIP switches on the module to select a value between 1 and 12 . Consult the "Module Address Switches" paragraph in this chapter for more detail on setting the module address.

The module address is NOT required to be set to the number of the VXIbus slot in which the relay module resides. However, setting the module address equal to the slot number is a convention which may help avoid confusion when programming the modules.

The module address is NOT the same as the VXI Logical Address of the Option-01T. The Option-01T has a single VXI logical address, but has no module address. The Option-01T controls from 1 to 12 switch modules. Each 1260 series switch module has a unique module address, but has no VXI Logical Address.

## Channels

Channel Designators

A channel number selects a specific relay on a 1260 switch module. The channel numbers vary between different types of 1260 series modules.

For example, a 1260-20 Power Relay Module consists of 20 relays. These channels are numbered between 0 and 19.

As another example, a 1260-40A 4x24 Signal Matrix Module consists of a 4 -row by 24 -column signal matrix. This module uses channel numbers as shown below:

0 through $23 \quad$ Column 0 through 23 of Row 0
100 through 123 Column 0 through 23 of Row 1
200 through 223 Column 0 through 23 of Row 2
300 through 323 Column 0 through 23 of Row 3
Thus, channel 216 connects Row 2 to Column 16.

Commands which operate relays include information which identifies the relay to be operated. In general, a relay is identified using the format:
(@<module address> ( <channel> ))
where the <module address> is a numeric value in the range 1 through 12. The <channel> is a numeric value whose range of values depends on the type of 1260 module, as shown in the examples above.

For example, the valid channel designators for a 1260-20 with module address 5 are:
(@5(0))
(@5(1))
(@5(2))
(@5(19))

While the valid channel designators for a $1260-40 \mathrm{~A}$ with module
address 3 are:
(@3(0))
(@3(1))
(@3(23))
(@3(100))
(@3(101))
(@3(323))
Most of the commands used with the Option-01T allow multiple relays to be specified in a single command. This speeds the operation of the relay operation by minimizing the Option-01T overhead in processing multiple commands. Consult chapter 2 of this manual for a description of the format of the commands used to specify multiple relays in a single command.

## Closing a Relay

Opening a Relay

The "CLOSE" command is used to close a relay. For example, the command:
CLOSE (@3(0))
closes channel 0 on the relay module with address 3 . Consult the documentation on the particular 1260 series relay module that you are using for a description of the valid channels for your card.

The "OPEN" command is used to close a relay. For example, the command:

```
OPEN (@3(0))
```

opens channel 0 on the relay module with address 3 . Consult the documentation on the particular 1260 series relay module that you are using for a description of the valid channels for your card.

## Chapter 2

## USING THE OPTION-01T

## Register-Based Operation and Message-Based Operation

The Option-01T is unique in that it may be used in two different modes of operation. The two basic modes of operation for all VXI instrument modules are known as register-based operation and message-based operation.

When used in register-based mode, the slot 0 controller "pokes" data into the control registers of the 1260 modules. No commands are sent to the Option-01T. The Option-01T acts merely as a communication path to enable the slot 0 controller to poke data to, and peek data from, the relay cards.

The register-based operation is fast compared to message-based operation. The register-based operation provides for relay operations in the order of 4 microseconds, not including the overhead of the VXI library (VISA) software, the application software, and the relay settling time. The register-based operation is more difficult to use, however, since the user must know the relay control information and must handle relay settling in the application program software.

The message-based operation is more convenient, and provides a few additional capabilities not found in the register-based mode. However, since the Option-01T must accept and parse commands when using message-based operation, this method of operation is slower. The firmware does ensure that sufficient relay settling time has occurred when using message-based mode.

Consult the "Register-Based Operation" section of this chapter for a more detailed description on how to use the Option-01T to control the relays in the register-based mode.

Note that VXIplug\&play instrument drivers are provided for the Option-01T. The drivers may be used to operate the Option-01T in either register-based or message-based mode of operation.

# Message-Based Operation 

## SCPI Command Overview

The following information applies only when using the Option-01T in the message-based mode of operation. To use the Option-01T in register-based mode, consult the "Register-Based Operation" section of this chapter.

The Option-01T accepts commands over the VXIbus. These commands follow the rules defined by the SCPI standard. SCPI is an acronym for "Standard Commands For Programmable Instruments", and defines standard command names and syntax rules for commands to the instrument and replies from the instrument.

SCPI is an ASCII-based instrument command language designed for test and measurement instruments. SCPI commands are based on a hierarchical structure known as a tree system. In this system, associated commands are grouped together under a common root, thus forming command subsystems. Throughout this chapter, the following conventions are used for SCPI command syntax.

| Square Brackets ([]) | Enclose optional keywords <br> or parameters |
| :--- | :--- |
| Braces ( \{ \} ) | Enclose possible parameters <br> within a command |
| Triangle Brackets (<>) | Substitute a value for the <br> enclosed parameter |
| Vertical Bar ( \| ) | Separate multiple parameter <br> choices |
| Bold Typeface Letters | Designate factory default <br> values |

To illustrate the SCPI notation, a part of the ROUTE command subsystem is shown below:
[:ROUTe]
:CLOSe <channel list>
:OPEN <channel list>
:ALL
ROUTE is the root keyword of the command. This keyword is optional, since it is shown enclosed in square brackets. CLOSE and OPEN are the next level keywords. The "ALL" keyword is below the OPEN keyword in this command tree.

The colon (:) is used to separate keywords from different levels on the command tree. Each keyword is separated from the next by a single colon.

The SCPI commands which may be formed by this tree are shown below ( a <channel list> of (@5(0)) is used in these examples):

ROUTE:CLOSE (@5(0))
CLOSE (@5(0))
ROUTE:CLOSE? (@5(0))
CLOSE? (@5(0))
ROUTE:OPEN (@5(0))
OPEN (@5(0))
ROUTE:OPEN? (@5(0))
OPEN? (@5(0))
ROUTE:OPEN:ALL
OPEN: ALL
Note that the optional "ROUTE" keyword is omitted in many of the examples.

## Command

 Keyword Long Form and Short FormEach keyword defined by SCPI has both a long form and a short form. The long form is formed by using all letters shown in the keyword. The short form is formed by using only those letters shown in upper-case in the command tree.

The short form is normally three or four letters in length, and ends with a consonant where possible.

For example, the ROUTE keyword may be specified by either of the following:

ROUT
ROUTE
since the final "e" is shown in lower-case in the command tree.
Only the long form or short form may be used. For example, the keyword "DEFINE" is shown as:

DEFine
Therefore, the following two command keywords are valid:
DEFINE
DEF

But the keywords
DE
DEFI
DEFIN
are NOT valid

Case Sensitivity

Optional Keywords
Command keywords enclosed in square brackets are optional. For example, the following commands are valid and equivalent:

ROUTE:CLOSE (@5(0))
CLOSE (@5(0))

Most of the commands in SCPI have an equivalent query form. The query is used to read the present state of the item that is set with the command. The query is formed by adding a question mark (?) to the end of the command keyword.

For example, the command
ROUTE:CLOSE (@5(0))
Has an equivalent query:
ROUTE:CLOSE? (@5(0))

The command instructs the Option 01T to close channel 0 on relay module 5. The query inquires about the present open or close state of channel 0 on relay module 5 .

## SCPI Command Terminator

## IEEE-STD-488.2

Common Commands

A command string sent to the Option-01T must be terminated with a one of the following:

1. An ASCII linefeed character: (decimal 10, hex OA, 'C’ character ' $n$ ' ').
2. The last character with the END bit set to 1 .
3. An ASCII linefeed character with the END bit set to 1 .

The "END bit" for a VXI instrument is analogous to the GPIB EOI line. The END bit is sent along with each character using the Word Serial Byte Available command. GPIB/VXI slot 0 controllers translate the GPIB EOI line to VXIbus protocol, which sets the END bit to identify the last character of a command.

The IEEE-STD-488.2 standard defines a set of common commands that perform functions like reset, trigger and status operations. Common commands begin with an asterisk (*), are four to five characters in length, and may include parameters. The command keyword is separated from the first parameter by a blank space. A semicolon (; ) may be used to separate multiple commands as shown below:
*RST; *STB?; *IDN?

The IEEE-488.2 common commands implemented by the Option01 T are described later in this chapter.

The SCPI language defines several different data formats to be used in program messages and response messages.

Commands that require numeric parameters will accept all commonly used decimal representations of numbers including optional signs, decimal points, and scientific notation.

## TRIG:DELAY 0.035

When a real, non-integer value is returned in a reply from the Option-01T, the floating point notation will be used. The only noninteger values returned from the Option-01T correspond to the TRIGGER:DELAY and the OUTPUT:DELAY. The values will be a number between 0.0 and 10.0. At most, 6 digits follow the decimal point.

Integer values may be sent in the command using decimal, octal, hexadecimal, or binary values. The default base for values is decimal.

To specify a hexadecimal value, use the prefix \#H. To specify an octal value, use the prefix "\#Q". To specify a binary value, use the prefix "\#B". The following values are all equivalent.

| 123 | 123 decimal |
| :--- | :--- |
| \#B1111011 | 1111011 binary $=123$ decimal |
| \#H7B | 7 B hex $=123$ decimal |
| \#Q173 | 173 octal $=123$ decimal |

When an integer value is returned in a reply from the Option-01T, the value will be a decimal number.

## Discrete Parameters

Discrete parameters are used to program settings that have a limited number of values Parameters are NOT case sensitive. As an example of the discrete parameter, the "TRIGGER:SOURCE" command is specified as:
:TRIGger
:SOURce $\quad$ \{ BUS | HOLD |IMMediate | TTLTrg<N> \}
Meaning the parameter must be one of the following:

```
BUS
HOLD
IMM
IMMEDIATE
TTLTRG0
TTLT0
TTLTRG1
TTLT1
TTLTRG2
TTLT2
TTLTRG3
TTLT3
TTLTRG4
TTLT4
TTLTRG5
TTLT5
TTLTRG6
TTLT6
TTLTRG7
TTLT7
```

Note that, just like command keywords, discrete parameters may be specified using either the long form or the short form.

Whenever a discrete parameter is used, the query form of the command returns the SHORT form of the parameter value, in upper-case characters. That is, the command may be specified using either "IMMEDIATE" or "IMM", but the query:

TRIGGER:SOURCE?
will return the reply
IMM
NOT
IMMEDIATE

## Boolean Parameters

## Command Input Buffer

Boolean parameters represent a single binary condition that is either true or false. The Option-01T accepts "OFF" or "0" for a false condition. The Option-01T accepts "ON" or "1" for a true condition. The following command uses a boolean parameter:

```
[:ROUTe]
:MONitor
    [:STATe] { OFF | ON | 0 | 1 }
```

The following commands turn the monitor OFF:

```
ROUTE:MONITOR:STATE OFF
ROUTE:MONITOR:STATE 0
MON OFF
MON 0
```

The following commands turn the monitor ON
ROUTE:MONITOR:STATE ON
ROUT:MON:STAT ON
MON 1
When Boolean parameters are queried, the Option-01T always replies with a " 1 ", if the state is on, or " 0 ", if the state is off. The keywords "ON" and "OFF" are NOT returned in the reply to the "ROUTE: MONITOR:STATE?" query.

The Option-01T uses a command buffer to store commands from the slot 0 controller. The input buffer is 256 characters in length.

If the input buffer fills, the Option-01T clears the VXI-defined Data Input Ready, or DIR, bit. This prevents the slot 0 controller from sending any more ASCII command characters until the commands in the input buffer have been parsed and executed. Once a command is parsed, the memory in the input buffer is freed, and
the DIR bit will be set again. After the DIR bit is set, the slot 0 controller may again send commands to the Option-01T.

The Option-01T waits for a linefeed or EOI terminator (VXI "END bit") before any command is parsed. If 256 characters are sent to Option-01T without any ASCII linefeeds or EOI terminators, then the Option-01T will not accept any new characters, nor will it parse any commands. If this occurs, a VXI Word Serial Clear command (FFFF hexadecimal) must be sent. This will clear out the input and output buffers of the Option-01T and will make the Option-01T ready to accept new commands.

Because the Option-01T uses an input buffer to store commands, it is possible that multiple CLOSE or OPEN commands may be stored in the input buffer before the first command is executed. To synchronize the application program with the Option-01T, and to ensure that relays are in the programmed state, a query may be sent to the Option-01T. Once the reply to the query is read, you can be sure that the relays are in the programmed state.

For example, the following command sequence may be used:
CLOSE (@5(0))
OPEN (@5(12))
CLOSE (@5(17))
OPEN (@5(16,18))
*OPC?
<read the reply>
Once the reply from the "*OPC?" query is read, all of the previous relay operations have been completed.

## Reply Output Buffer

The Option-01T maintains an output buffer for sending replies to commands. This buffer is 1024 characters in length.

Although unlikely, the output buffer could become filled with replies to commands. If the output buffer is filled, the SCPI-defined "QUERY Deadlock" condition will be detected by the Option-01T. In this case, the output buffer will be cleared and an error will be added to the error queue. In addition, the query error bit (QYE) of the IEEE-488.2 Standard Event Status Register will be set. The error queue may be read using the "SYST:ERR?" query, while the Standard Event Status Register may be read using the "*ESR?" query.

When a reply is in the output queue, the message available, or

MAV, bit of the status byte is set. In addition, the Data Output Ready bit (DOR) in the VXI response register of the Option-01T will be set. The status byte of the Option-01T may be read using the VXI Word Serial Read STB command (CFFF hex). The Data Output Ready state may be read by reading the response register, using a utility such as National Instruments VIC program, or by using a VISA function call within an application program:

```
viIn16( handle, 0, 0xA, &reg_val );
```

Note that VIC and the VISA library function viRead() have already provided for checking the DOR bit of the response register. This means that for most application programs, merely calling the VISA function "viRead()" will provide the means of reading the instrument.

## Reading Error Messages

Whenever an error is encountered by the Option-01T, it will perform two actions:

1. One of the bits of the "Standard Event Status Register" will be set. This register may be read using the "*ESR?" query.
2. An error message will be added to the error message queue. The error message queue may be read using the "SYSTEM:ERROR?" query (or "SYST:ERR?").

Consult Appendix B for a list of error messages and more detailed explanations.

The error queue holds up to 15 error messages. Each time an error is detected by the Option-01T, it adds a new error to the error queue. Each time the "SYSTEM:ERROR?" query is received, the oldest (least recent) error message is returned.

The reply to the "SYSTEM : ERROR?" query uses the format:
<error code> , "<error message>"
where:
<error code> is a numeric value. This value is 0 if there are no errors remaining in the error queue. This value is negative when an error was placed on the error queue.
is a string enclosed in double quotes. The error message provides some additional
information about the error.
For example, the reply:
0,"No error"
indicates that no errors remain on the error queue, while the reply:

```
-102,"Syntax error ; missing @ sign"
```

indicates that a syntax error was detected in a previous command to the Option-01T. The reply:

> -350,"Queue overflow"
is returned to indicate that all 15 places in the queue have been occupied and that the error queue is full.

## Specifying Channels in Commands

To select a single channel in a command, both the module address of the relay module which contains the relay, and the channel number for the relay must be specified. The syntax to describe a single channel is:
(@<module address> ( <channel> ) )
where
<module address> is a number in the range 1 to 12 and corresponds to the module address setting of the relay module
<channel> is a number which identifies a single relay to operate. The range of valid values for the <channel> depends on the particular 1260 module being controlled.

So, to close the relay channel 17 on the module with address 3 , the command:

```
CLOSE (@3(17))
```

Multiple channels for a single module may be specified using the syntax:
(@<module address>(<channel>,<channel>...))

So the command:
CLOSE (@3(1,5,9,11))
may be used to close channels $1,5,9$, and 11 on the module with
address 3.
A range of channels for a single module may be specified by using the syntax:
(@<module address>(<channel1>:<channel2>))
This format indicates that all relays between <channel1> and <channel2> are to be operated. The command:

CLOSE (@3(1:10))
closes channels 1 through 10, inclusive, on the relay module with address 3.

A range of relays and a list of single relays may be mixed in a command. For example, the command:

CLOSE (@3(1:10, 12, 15, 17:19))
Closes channels 1 through 10, 12, 15, 17, 18, and 19 on the module with address 3.

Multiple relays on multiple modules may also be specified. In general, the syntax:
(@<address>(<channel list>),<address>(<channel list>),...)
is used. For example:
CLOSE (@3(1:10, 17), 11(15),12(8:10))
closes the following relays:
Module 3 - channels 1 through 10 and 17
Module 11 - channel 15
Module 12 - channels 8 through 10

# Naming Relay Cards 

Defining Module Names

Each module address controlled by an Option-01T may be given a name. This name may be used in place of the module number in any command used to control a relay.

The "MODULE: DEFINE" command ("MOD: DEF") may be used to define a name of a module. The syntax for this command is

MOD:DEF <module name> , <module address>
The <module name> is a string of up to 44 characters. It must begin with a letter between " $A$ " and " $Z$ ". After the first letter, all other letters may be " A " - " Z ", " 0 " through " 9 ", and the underscore "_".

## NOTE:

Although the module name may be 44 characters, but, to maintain SCPI compatibility you must not exceed $\mathbf{1 2}$ characters in a module name.

These are valid commands

```
MOD:DEF A,1
```

- Assigns name to module address 1

MOD:DEF ABCDEFGHIJKL, 12

- Assigns name to module address 12

MOD:DEF A12345678901, 8

- Assigns name to module address 8

MOD:DEF ZZZZZZ2,2

- Assigns name to module address 2

These are invalid commands
MOD:DEF 12,ABCD

- Incorrect, the module name must appear first

MOD:DEF 4ASDF, 8

- Incorrect, the module name must begin with a letter

MOD:DEF A123456789012,5

- Incorrect, for SCPI compatibility, the module name is 13 characters long and it must be $>12$.
The following examples show how to use module names in place of module addresses

MOD:DEF matrix,12

- Assigns the name matrix to module 12

CLOSE (@matrix(23))

- Closes row 0 , column 23 of matrix

MOD: DEF Power, 6

- Assigns the name power to module 6

CLOSE (@Power(7:12))

- Close power relay channels 7 through 12

CLOSE (@Power(8),matrix(102:104))

- Closes relays on 2 modules


## Removing Module Names

## Reading the Presently Defined Module Names

The "MODULE: DELETE" command may be used to delete a single module name from the list of known module names. The "MODULE:DELETE:ALL" command may be used to remove all presently defined module names.

The syntax for these commands is:
[:ROUTe]
:MODule
:DELete <module name>
:ALL
The following examples illustrate the use of this command:
ROUTE:MODULE:DELETE scanner

- Removes the name "scanner"

MOD:DEL matrix

- Removes the name "matrix"

MOD: DEL:ALL

- Removes all names

The "MODULE : CATALOG?" command may be used to read back all of the presently defined module names. The format for this command is:

```
[:ROUTe]
    :MODule
```

: CATalog?
The reply to this command consists of the presently defined module names, separated by a comma. Module names are stored internally in upper-case characters by the Option-01T. These upper-case names are returned in the reply.

For example, suppose the following commands have been
executed:
MODULE:DEFINE scanner,1
MODULE:DEFINE matrix,2
MODULE:DEFINE power,5
MODULE:DEFINE rf_mux,4
Then the query
MOD: CAT?
returns the reply:
SCANNER,MATRIX,RF_MUX,POWER

## Reading the Module <br> Address for a <br> Module Name

The module address associated with a module name may be read using the "MODULE:DEFINE?" query. The syntax for this command is:

```
[:ROUTe]
        :MODule
            :DEFine? <module name>
```

Using the example in the previous section of this manual, the query:
MODULE:DEFINE? matrix
returns the reply
2

Storing the Module Names in Nonvolatile Memory

All module names presently defined may be stored in nonvolatile memory using the "MODULE : SAVE" command. All module names stored in nonvolatile memory may be recalled from nonvolatile memory using the "MODULE: RECALL" command. The syntax for these commands is shown below:
[ROUTe]
:MODule
:SAVe
:RECall
These commands are NOT defined in the SCPI standard. These commands follow the syntax rules of SCPI to implement this functionality.

Naming a Path

Defining Path Names

A group of channels may also be assigned a name. When a group of channels is named, it is called a "path".

The "PATH: DEFINE" command may be used to associate a name with one or more relays. The format for this command is:

PATH:DEF <path name> , <channel list>
The <path name> follows the same name requirements as a "<module name>", as described in the previous paragraphs.

The <channel list> follows the syntax rules described in the "Specifying Relays in Commands" section of this chapter.

The following examples illustrate the use of a path name:
PATH:DEF path1,(@8(6:9),10(77))

- Associates the name path1 with relays 6 through 9 on module 8 and relay 77 on module 10.

PATH:DEF dmm_to_P177,(@matrix(305,205))

- Associates the name dmm_to_P177 with the two channels, 205 and 305, on the module whose name is defined as "matrix".

Once a path name is defined, it may be used in a CLOSE or OPEN command:

OPEN (@path1)
CLOSE (@dmm_to_P177)
CLOSE (@path1,dmm_to_P177,7(0:10))
Path names may also be used in defining an "Include List", an "Exclude List", or a "Scan List". The following sections describe each of these concepts.

When using path names with the "Include List", "Exclude List" and "Scan List", the presently defined path is used. That is, if the following sequence of commands is received:

PATH:DEF PATH1,(@5(0),7(0))
INCLUDE (@PATH1,1(0))
PATH:DEF PATH1,(@6(17),8(23))
CLOSE (@1(0))
then the path definition in effect when the INCLUDE command was defined is used. For the example shown then, channel 0 on module 5 and channel 0 on module 7 are affected; channel 17 on module 6 and channel 23 on module 8 are NOT affected.

## Removing Path Names

## Reading the Presently Defined Path Names

The "PATH: DELETE" command may be used to delete a single path name from the list of known path names. The "PATH:DELETE:ALL" command may be used to remove all presently defined path names.

The syntax for these commands is:
[:ROUTe]
:PATH
:DELete <path name>
:ALL
The following examples illustrate the use of this command:
ROUTE: PATH path1

- Removes the name "path1"

PATH:DEL testit

- Removes the name "testit"

PATH:DEL:ALL

- Removes all path names

The "PATH: CATALOG?" command may be used to read back all of the presently defined path names. The format for this command is:
[:ROUTe]
:PATH
:CATalog?

The reply to this command consists of the presently defined path names, each of which is separated by a comma. Path names are stored internally in upper-case characters by the Option-01T. These upper-case names are returned in the reply.

For example, suppose the following commands have been executed:

PATH: DEFINE dmm_to_pin1,(@1(117),2(17))
PATH: DEFINE dmm_to_pin2, (@1(116),2(14),7(23))
PATH:DEFINE cntr_to_pin1,(@1(217),2(24))
PATH:DEFINE cntr_to_pin2,(@1(216),2(37),7(3))
Then the query:
MOD: CAT?
returns the reply:
DMM_TO_PIN1,DMM_TO_PIN2,CNTR_TO_PIN1,CNTR_TO_PIN2

## Reading the Channel List for a Path Name

## Storing the Path Names in Nonvolatile Memory

The module address associated with a module name may be read using the "PATH:DEFINE?" query. The syntax for this command is:

$$
\begin{aligned}
& {[: \text { ROUTe }]} \\
& : \text { PATH }
\end{aligned}
$$

:DEFine? <path name>

Using the example in the previous section of this manual, the query:
PATH:DEFINE? dmm_to_pin1
returns the reply
(@1(117), 2(17)

All paths presently defined may be stored in nonvolatile memory using the "PATH: SAVE" command. All paths stored in nonvolatile memory may be recalled from nonvolatile memory using the "PATH:RECALL" command. The syntax for these commands is shown below:
[ROUTe]
:PATH
:SAVe
:RECall
These commands are NOT defined in the SCPI standard. These commands follow the syntax rules of SCPI to implement this functionality.

The "CLOSE" command may be used to close channels. To say a channel is closed, it means either:
a. The input of the channel is connected to the output (SinglePole Single Throw).
b. The input of the channel is disconnected from the "normally closed" output and connected to the "normally open" output (Single-Pole Double-Throw).

The syntax for the "CLOSE" command is:
[:ROUTe]
:CLOSe <channel list>

The format for a "<channel list>" is described in the previous paragraphs of this section of the manual.

The "CLOSE?" command may be used to query the present state of the relays in the system. This command returns a reply of a sequence of " 0 " and " 1 ", each of which are separated by a single ASCII space character. The value of the reply is "0" if the corresponding relay is opened, or " 1 " if the corresponding relay is closed.

The reply is one-for-one with the <channel-list>. For example, assume channels for a particular relay module at module address 7 are numbered as follows:
$0,1,2,3,4,10,11,12,13,14,20,21,22,23,24,30,31,32,33,34$
This example module consists of 20 channels. Suppose that only the following channels are closed, while the remainder are open:

$$
3,20,31
$$

The following examples show the replies to the "CLOSE?" queries.
Command: CLOSE? (@7(0:34))
Reply: 00010000001000001000
Command: CLOSE? (@7(0))
Reply: 0
Command: CLOSE? (@7(3, 20, 31))
Reply: 111

## Opening Relays

The "OPEN" command may be used to open channels. To say a channel is open means:
a. The input of the channel is disconnected to the output (SinglePole Single Throw).
b. The input of the channel is disconnected from the "normally open" output and connected to the "normally closed" output (Single-Pole Double-Throw).

The syntax for the "OPEN" command is:

```
[:ROUTe]
    :OPEN <channel list>
```

The format for a "<channel list>" is described in the previous paragraphs of this section of the manual.

The "OPEN?" command may be used to query the present state of the relays in the system. This command returns a reply of a sequence of " 0 " and " 1 ", each of which are separated by a single ASCII space character. The value of the reply is "1" if the
corresponding relay is opened, or " 0 " if the corresponding relay is closed. Note that this is the opposite state from the "CLOSE?" query.

## Include Lists

The Option-01T provides the capability to define sets of relays which operate together. This feature is called an "include list". When a relay on an include list is closed, all relays on that include list are closed. Likewise, when a relay on an include list is opened, all relays on that include list are opened.

A channel may reside on at most one include list. An attempt to place a relay on a second include list results in an error. The error is placed on the error queue and may be read using the "SYSTEM:ERROR?" query.

The syntax for defining an include list is shown below:

$$
\begin{aligned}
& \text { [:ROUTe] } \\
& \quad \text { :INCLude <channel list> } \\
& \quad \text { :INCLude? [ <channel list> ] } \\
& \quad: \text { DELete <channel list> }
\end{aligned}
$$

: ALL
The following examples illustrate the use of this command to define include lists:

INCLUDE (@3(5,15))
CLOSE (@3(5))
This first command places two relays on the include list. Channels 5 and 15 of the module with address 3 are included together. The second command closes channels 5 AND 15 on the module with address 3.

INCLUDE (@3(12),8(0))
OPEN (@8(0))
The first command places channel 12 from module 3 and channel 0 from module 8 on an include list. The second command opens both channel 12 from module 3 and channel 0 from module 8.

INCLUDE (@3(5,16:19),7(0:5),12(9:12,17))
This command groups the following relays on a single include list:
Module 3, channels 5, 16, 17, 18, and 19
Module 7 , channels $0,1,2,3,4$, and 5
Module 12, channels $9,10,11,12$, and 17

Any command which opens any of these relays will open all of them; any command which closes any of these relays will close all of them.

```
MOD:DEF power,3
MOD:DEF matrix,11
```

```
PATH:DEF thispath,(@8(0,4,12),power(14))
INCL (@power(15),matrix(323),thispath)
```

The first three commands define module names and a path. The last command shows that the INCLUDE command can use these definitions in an include list.

The include list relationship for a particular relay, or multiple relays, may be removed by using the "INCLUDE: DELETE" command. The following examples illustrate the use of the "INCLUDE:DELETE" command:

INCLUDE (@3(0:4))
INCLUDE:DELETE (@3(2))
The first command defines an include list consisting of channels 0 through 4 on module 3 . The second command removes channel 2 from any include list definitions. After the second command is executed, the include list now consists of channels $0,1,3$ and 4. These two commands are thus equivalent to a single command "INCLUDE (@3(0,1,3,4))".

INCLUDE (@1(0:19),2(0:19))
INCL:DEL (@1(5:8),2(11,15,17))
The first command defines an include list of channels 0 through 19 on both modules 1 and 2 . The second command removes include list association for channels 5 through 8 on module 1 and channels 11, 15, and 17 on module 2. These two commands are equivalent to the command:

INCLUDE (@1(0:4,9:19),2(0:10,12:14,16,18,19))
INCL:DELETE:ALL
All include list definitions are deleted.
The include list association for a single channel, for multiple channels, or for all channels in the system may be checked using the "INCLUDE?" query.

For the remainder of this discussion of the "INCL?" query, assume the following commands have been executed:

```
INCL (@1(0),2(0),4(0))
INCL (@2(7:10))
INCL (@3(16,19))
INCL (@1(3,5))
INCL (@4(1:4,14,23))
```

These commands define five distinct include groups.
The reply to the query be one of the following:
A) If no include groups are defined for any of the channels passed as a parameter, the reply will be a single ASCII linefeed character. For example, if the query:

INCL? (@1(15))
is specified, the reply will be a single linefeed character, since channel 15 of module 1 has not been placed on an include list.
B) If all channels specified in the query reside on a single include group, the reply will be a single channel list, and terminated with an ASCII linefeed character. For example, the command:

INCL? (@2(0))
returns the reply:
(@1(0), 2(0), 4(0))

Note that the reply maintains the order in which the include group was defined. That is, the reply begins with channel "1(0)", even though the query was sent for channel "2(0)".
C) If multiple channels are specified in the query, and the channels reside on different include lists, then multiple lists will be returned in the reply. The lists will be separated from each other by a comma. For example, the command:

INCL? (@1(0:10),2(0:10),3(0:10))
returns the reply:
(@1(0), 2(0),4(0)), (@1(3,5))
and the reply:
INCL?
returns the reply:
(@1(0), 2(0),4(0), (@1(3,5)),(@2(7:10)), (@3(16,19)), (@4(1:4,14,23))

The "INCLUDE?" query with no parameters passed returns all presently defined include groups. Each group is separated from each other by a comma. Note that if there are many include lists defined, the query may result in a reply which is longer than the length of the output reply buffer (1024 characters). In this case, the "Query Interrupted" error will be placed on the error queue and the output reply buffer will be cleared. To avoid this, always specify a channel list with this query.

The reply to the "INCLUDE?" query does NOT contain module names, nor does it contain path names. In addition, when 3 or more consecutive channels are defined in the include list, the reply will represent the channels as a range of channels, with a colon (:) between the first and last channels in the range.

For example, if the following commands are executed:
MODULE:DEFINE matrix,1

```
MODULE:DEFINE power,2
INCLUDE (@matrix(14, 103, 104, 105, 106), power
    \((3: 7,12,16,17,18))\)
```

then the query:
INCLUDE? (@matrix(105))
returns the reply:

$$
(@ 1(14,103: 106), 2(3: 7,12,16: 18))
$$

After power-up, and after a "*RST" command has been executed, all INCLUDE lists are deleted.

## Exclude Lists

The Option-01T provides the capability to define sets of relays which are "mutually exclusive". This feature is called an "exclude list". When one relay on an exclude list is closed, all others in the exclude list are opened. This prevents two relays in an exclude list from being closed simultaneously.

This feature can be used to ensure two or more relays are not shorting system resources, such as power supplies, together.

A channel may reside on at most one exclude list. An attempt to place a channel on a second exclude list results in an error. The error is placed on the error queue and may be read using the "SYSTEM: ERROR?" query.

A channel cannot be on an include list with another channel if it is also on an exclude list with that second channel. That is, the following definitions result in an error:

$$
\begin{aligned}
& \text { INCLUDE:DEF } \quad(@ 1(0: 10)) \\
& \text { EXCLUDE:DEF } \quad(@ 1(0,11: 15,6))
\end{aligned}
$$

The error occurs because channels 1(0) and 1(6) are on an include list together and they are on an exclude list together. This creates a conflict since an attempt to close channel 1(0) would attempt to close channel 1(6) due to the include list association, but would be prevented from doing so by the exclude list.

The syntax for defining an exclude list is shown below:

```
[:ROUTe]
            :EXCLude <channel list>
            :EXCLude? [ <channel list> ]
                        :DELete <channel list>
```

:ALL

The following examples illustrate the use of this command to define exclude lists:

EXCLUDE (@1(0:19),2(0:19))
CLOSE (@1(0))
CLOSE (@2(11))
CLOSE (@1 $(15,17))$
The first command establishes an exclude list of channels 0 through 19 on module 1 and channels 0 through 19 on module 2.

The second command closes channel 0 on module 1.
The third command closes channel 11 on module 2. This command will cause channel 0 on module 1 to open, since both channels are on the exclude group together.

The fourth command closes channel 17 on module 2. Channel 15 is never closed, since it is excluded by channel 17. Channel 11 on module 2 is opened prior to closing channel 17, since channels 11 and 17 are on the exclude group together.

The INCLUDE and EXCLUDE relationships of channels can cause multiple closures and openings when commanding a single channel to close. For example, assume the following commands have been executed:

INCLUDE (@1(0:5,10,12))
INCLUDE (@1(13:19))
EXCLUDE (@1(0,13)
EXCLUDE (@1(1,14))
EXCLUDE (@1(2,15))
CLOSE (@1(0))
After these commands have been executed, channels 0 of module 1 is closed. Also, channels 1 through 4, 10 and 12 are closed, since these are on the same include list as channel 0.

Now, if the command:
CLOSE (@1(13))
is executed, the following actions occur:
A) Channel 0 is opened since it is on an exclude list with channel 13
B) Channels 1, 2, 3, 4, 10, and 12 are opened since they are on
an include list with channel 0
C) Channel 13 is then closed.

After power-up, and after a "*RST" command has been executed, all EXCLUDE lists are deleted.

## Scan Lists

The Option-01T may be programmed to sequence through a list of channels. This feature is known as a "Scan List".

When a Scan List is used, the user defines a list of channels to operate. Each time a trigger is received by the Option-01T, the presently closed channel is opened, and the next channel on the list is closed. This capability may be used in conjunction with a Digital Multimeter (DMM) or other measurement device to allow a group of measurements to be made without having to program the Option-01T for each relay operation.

For example, without the Scan List feature, for each DMM reading, you must:
A) Program the Option-01T to close a channel
B) Wait/Query the Option-01T to ensure the channel is closed
C) Program the DMM to take a reading
D) Program the Option-01T to open a channel

With the Scan List feature, the DMM and Option-01T are programmed to trigger each other for each DMM reading. After this, sending a trigger to the Option-01T initiates the cycle of:

Close Relay, Take DMM Reading, Open Relay
automatically. When all of the desired readings have been made, the DMM may be read to obtain the group of measurements. This method usually results in increased measurement rate by minimizing the command processing time of the instruments involved.

To set up the Scan List, the programmer must:
A) Program the Option-01T to define the list of channels to scan through, using the "SCAN" command
B) Program the Option-01T to select an input trigger source. This input trigger source should be one of the TTLTRG lines on the VXIbus backplane. These are denoted TTLTRGO through TTLTRG7. The "TRIGGER: SOURCE" command is used to select the input trigger source.
C) Program the Option-01T to generate a trigger each time a
relay is closed. The output trigger will again be one of the TTLTRG lines, but should be a different line than the input trigger source selected in step (B) above. The "OUTPUT:TTLTRG<x>" commands are used to select the output trigger line.
D) Program the DMM (or other instrument) to select an output trigger source. The output trigger source should be the same as the input trigger source of the Option-01T, as selected in step (B) above.
E) Program the DMM to select an input trigger source. The input trigger source should be the same as the output trigger line of the Option-01T, as selected in step (C) above
F) Program the DMM to select a trigger count, which sets the number of channels to scan through.
G) Program the DMM to select the number of readings to store.
H) Send the command "TRIGGER: IMMEDIATE" to the Option01T to initiate the Scan operation.
I) Repeatedly query the DMM to wait until the measurements have completed.
J) Read the measurements from the DMM

The commands used to program the DMM (or other instrument) depend on the instrument being used. Consult the user documentation of the instrument for a description of how to perform steps (D), (E), (G), (J), and (K) above.

The remainder of this section describes how to define a scan list, select input and output trigger sources, and so on.

Defining a Scan List
A Scan List may be defined using the "SCAN" command. The syntax for the "SCAN" command is shown below:

$$
\begin{aligned}
& \text { [:ROUTe] } \\
& \text { :SCAN <scan list> } \\
& \text { :DELete } \\
& \quad[: A L L] \\
& \text { :SCAN? }
\end{aligned}
$$

The <scan list> is the same as a <channel list> used with the CLOSE, OPEN, and PATH commands, but with one addition: special keywords may be used to indicate that all channels controlled by the Option-01T are placed in the state as recalled from nonvolatile memory.

In short, the <scan list> is comprised of:
A) Individual channel designators. Examples:

3(0)
12(37)
1(323)
B) A list of single channels, separated by commas:

3(0, 2, 4, 6)
$7(9,2,1,10)$
C) A range of relays, separated by a colon:

3(1:8)
7(10:2)
D) A path name:

Path1
Thispath
E) A state name. State names begin with the letters "STATE", and end with a number between 0 and 100. The following are valid state names:

STATE0
STATE7
State53
state100

For example, the commands:

PATH:DEF example, (@7(0,5,10,13))
SCAN (@1(323),9(0:2),10(8:5), example, 1(0), state14, 1(224))

Define a path name ("example") and then define a SCAN list. Each time a trigger is received, the next channel, path, or state in the scan list is closed after the previous channel or path is opened.

Using the SCAN command example above, the following sequence of actions occurs:
A) After a trigger is received, channel 323 of module 1 is closed.
B) After the next trigger, channel 1(323) is opened, channel 9(0) is closed.
C) After the next trigger, channel $9(0)$ is opened, channel $9(1)$ is closed.
D) After the next trigger, channel 9(1) is opened, channel 9(2) is closed.
E) After the next trigger, channel 9(2) is opened, channel 10(8) is closed.
F) After the next trigger, channel 10(8) is opened, channel 10(7) is closed.
G) After the next trigger, channel 10(7) is opened, channel 10(6) is closed.
H) After the next trigger, channel 10(6) is opened, channel 10(5) is closed.
I) After the next trigger, channel 10(5) is opened, and all channels defined for the path "example" are closed. (Module 7 , channels $0,5,10$, and 13 ).
J) After the next trigger, all the channels defined for the path "example" are opened, and channel 1(0) is closed.
K) After the next trigger, channel $1(0)$ is opened, and the state of all channels controlled by the Option-01T is recalled from nonvolatile memory. The state of the relays is recalled from state location 14.
L) After the next trigger, channel 1(224) is closed. Note that the channels recalled from nonvolatile memory are NOT opened.
M) After the next trigger, channel 1(224) is opened, and channel $1(323)$ is closed. The scan list has "wrapped around" to the beginning of the list.

Each time the "SCAN" command is executed, the previously defined scan list is deleted.

The present scan list may be deleted using the command "SCAN:DELETE" command.

The presently defined scan list may be read using the "SCAN?" command. For example, if the scan list shown for the example above is presently defined, the query:

SCAN?
will generate the reply:

$$
\begin{aligned}
& \text { (@1(323),9(0:2),10(8:5), example,1(0), } \\
& \text { state14,1(224)) }
\end{aligned}
$$

The reply will NOT include module names, even if the "SCAN" command used to define the list included module names. Module numbers are always used when replying to the "SCAN?" query.

## Selecting the Trigger Source

The "TRIGGER: SOURCE" command selects which source is used to trigger the scan list. Each time a trigger is received from the selected trigger source, the Option-01T advances to the next element on the scan list.

The syntax for the "TRIGGER: SOURCE" command is:
:TRIGger
[ :SEQuence ]
:SOURce \{ BUS | HOLD |
ImMediate | TTLTrg<N>
\}
The possible trigger sources are:
BUS The VXI Word Serial "Trigger" Command, or the "*TRG" command, advances to the next scan list element

HOLD Triggers are ignored, and the scan list will not advance

IMMediate The scan list, once initiated, advances as fast as possible after considering the relay settling time, trigger input delay, and trigger output delay. The Scan List operation is initiated by sending an "INIT : IMMEDIATE" command (or "INIT: CONTINUOUS" command).

TTLTRG0
TTLTRG1
TTLTRG2

TTLTRG3
TTLTRG4
TTLTRG5
TTLTRG6
TTLTRG7 These select the specified VXIbus backplane TTLTRG line. Each time a lowgoing pulse is received on the line, the scan list advances to the next element.

After power-up, and after a "*RST" command, the trigger source is set to "IMMEDIATE".

The present trigger source may be queried using the "TRIGGER: SOURCE?" query. The reply to this query will be one of the following:

BUS
HOLD
IMM
TTLT0
TTLT1
TTLT2
TTLT3
TTLT4
TTLT5
TTLT6
TTLT7

## Selecting the <br> Trigger Count

The trigger count determines how many elements will be scanned in the scan list. That is, if the trigger count is 10 , then the scan list will advance 10 times before halting. Any triggers received from the selected trigger source will be ignored after the trigger count has been satisfied.

The syntax for the "TRIGGER : COUNT" command is:
:TRIGger
[:SEQuence]
:COUNt <trigger count>
The <trigger count> is a numeric value between 1 and 21747483647 ( $2^{31}-1$ ).

The present trigger count may be queried by using the "TRIGGER: COUNT?" query.

## Selecting a Trigger Delay

The Option-01T may be programmed to delay before acting on a trigger. This provides the ability to slow down the scan list operation if so desired. The "TRIGGER:DELAY" command is used to program the trigger delay. The syntax for this command is:
:TRIGger

```
[:SEQuence]
:DELay <trigger delay>
```

The <trigger delay> is a real number between 0.0 and 10.0. The trigger delay is programmed in seconds, with a resolution of 1 microsecond. Any delay over 10 milliseconds rounds the delay to the nearest 10 milliseconds.

When a non-zero trigger delay is programmed, the Option-01T performs an "idle wait" for the trigger delay period before acting on the trigger.

The present trigger delay may be queried by using the "TRIGGER:DELAY?" command.

## Arming and Disarming the Option-01T

Before scanning of channels can be performed, the Option-01T must be armed. Arming is accomplished with the "INITIATE" command. The syntax for the "INITIATE" command is:

```
:INITiate
:IMMediate
:CONTinuous
```

The "INITIATE:IMMEDIATE" command arms the Option-01T. This enables the Option-01T to accept new triggers and continue scanning. Each time the "INIT:IMMEDIATE" command is received by the Option-01T, it enables triggering for the scan list. Each time this command is received, the number of elements which may be scanned is set to the trigger count.

Each time the "INIT : IMMEDIATE" command is received, scanning resumes from the point at which it was stopped, NOT from the beginning of the scan list. That is, if the commands:

SCAN (@1(0:19))
TRIG:COUNT 3
TRIG:SOUR BUS
INIT:IMMEDIATE
are executed, the Option-01T will accept up to 3 triggers. After the third trigger, scanning will be disabled since the trigger count value has been reached. At this point, channel 2 from module 1 will be closed, because it is the third element in the scan list.

Now if a second "INIT : IMMEDIATE" command is received, the Option-01T will accept up to 3 more triggers. The first trigger received will open channel 2, and close channel 3.

The "INIT:CONTINUOUS" command also arms the Option-01T. This command allows the Option-01T to continuously scan through the channels in the scan list. The Option-01T will NOT stop scanning after the number of triggers equal to the trigger count have been received. This command effectively bypasses the trigger count limit.

The "ABORT" command disarms the Option-01T. Once the Option$01 T$ receives the "ABOR" or "ABORT" command, it will not perform any scan list actions until it is rearmed by using the "INIT: IMMEDIATE" or "INIT: CONTINUOUS" commands.

At power-up, and after executing a "*RST" command, the Option01T is disarmed.

The trigger and arm state diagram is shown in Figure 2-1. This diagram shows that the Option-01T must be armed before it responds to triggers. Once it is armed, it remains armed and sequences through the scan list until the number of triggers equal to the trigger count is received. After that, it is disarmed and must be rearmed again. The Option-01T may also be manually disarmed with the "ABORT" command.


Figure 2-1, State Transition Diagram For Arming and Triggering the Option-01T

## Generating a Single Trigger

The Option-01T may be armed, and a single trigger may be sent, using the "TRIGGER:IMMEDIATE" command. The syntax for this command is:

## :TRIGger

[:SEQuence]
:IMMediate
This command is equivalent to the following:
A) Programming the trigger source
B) Arming the Option-01T with an "INIT:IMMEDIATE" command
C) Sending a single trigger on the selected trigger source.

This command may be used to execute the next step of a scan list.

## Output Trigger Signals from the Option-01T

## Selecting an Output Trigger Destination

The Option-01T may be programmed to generate an output trigger pulse each time a relay operation has been completed. The output trigger pulse may be placed on any one of the eight TTLTRG lines on the VXIbus backplane. This trigger pulse may be used to inform other instruments in the VXI chassis that the relay(s) have settled, and a new measurement may take place.

The "OUTPUT:TTLTRG<N>" command is used to select an output trigger source. The syntax for this command is:
: OUTput
:TTLTrg<N>
[:STATe] \{ ON | 1 | OFF | 0 \}
The "TTLTrg<N>" represents one of the 8 TTLTRG lines: TTLTrg0, TTLTrg1, TTLTrg2, TTLTrg3, TTLTrg4, TTLTrg5, TTLTrg6, or TTLTrg7.

Only one TTLTRG line may be active at one time. Each time a TTLTRG line is selected, it disables all other TTLTRG lines as the destination for the output trigger pulse.

Once a TTLTRG line is enabled as the destination for the output trigger pulse, it may be disabled by:
A) Selecting a different TTLTRG line
B) Deselecting the TTLTRG line, using the "OFF" parameter for the active TTLTRG line
C) Sending the "*RST" command

For example, the following sequence of commands may be sent:

| OUTPUT:TTLTRG3 ON | - enables TTLTRG3 line |
| :--- | :--- |
| OUTP:TTLT4 ON | - disables TTLTRG3, |
|  | enables TTLTRG4 |
| OUTPUT:TTLT4 OFF | - disables TTLTRG4 |

The present destination for the trigger output pulse may be read by sending each of the following queries:

OUTPUT:TTLTRG0?
OUTPUT:TTLTRG1?
OUTPUT:TTLTRG2?
OUTPUT:TTLTRG3?
OUTPUT:TTLTRG4?
OUTPUT:TTLTRG5?

## OUTPUT:TTLTRG6?

OUTPUT: TTLTRG7?
If no output trigger is selected, the reply to each of these queries will be a " 0 ". If an output trigger is selected, seven of the replies will be " 0 ". The reply for the active output trigger will be " 1 ".

## Selecting the Order of Relay Operations

When a Scan List is used, or when relay states are recalled from nonvolatile memory, there are three basic sequences in which the relays may be operated:
A) The present relay is opened BEFORE the next relay is closed. This is called "Break-Before-Make"
B) The present relay is opened AFTER the next relay is closed. This is called "Make-Before-Break".
C) The relay states are updated simultaneously, without regard to relay settling time. This is called "Immediate". This is the fastest, but potentially dangerous since two relays may short circuit external instruments since the order or relay closure is NOT guaranteed.

At power-up, all relay modules are placed in the "Break-BeforeMake" mode of operation. The "CONFIGURE" command may be used to select the order or relay operations. The syntax for this command is:

$$
\begin{aligned}
& {[: \text { ROUTe ] }} \\
& \quad: \text { CONFigure <module list>, \{BBM|MBB| IMMediate }\}
\end{aligned}
$$

The <module list> is similar to a <channel list> used in the "CLOSE" and "OPEN" commands. The major difference is that a <module list> does not contain any channel numbers. It is comprised solely of module address numbers or module names which have been assigned to modules using the "MODULE: DEFINE" command.

Each of the following represents a valid <module list>:

| (@1) | - module with address 1 |
| :---: | :---: |
| (@1, 7) | - modules with address 1 and address 7 |
| (@3:5) | - modules with addresses 3, 4, and 5 |
| (@matrix) | - module defined with module name "matrix" |
| (@matrix,12) | - module defined with module name "matrix" and address 12 |
| (@1, 6:10,12) | - modules with addresses $1,6,7,8$, 9,10 , and 12 |

The following examples illustrate the use of the "CONFIGURE" command:

| CONF | (@1), BBM - | - set module at address 1 to break - before-make |
| :---: | :---: | :---: |
| CONF | $(@ 2,5)$, MBB - | set modules 2 and 5 to make before-break |
| CONF | (@matrix), IM | - set module |

The present sequence mode of the relay modules may be queried using the "CONFIGURE?" query. The reply to this query is a list of operating modes. The number of modes in the reply is the same as the number of modules in the query. If there is more than one module in the query, then the reply will contain commas separating the modes. The following examples show the use of the query and the associated replies:

| Command: | CONF? (@1) |
| :--- | :--- |
| Reply: | BBM |
| Note: | Module 1 is Break-Before-Make |
| Command: | CONF? (@12, 10) |
| Reply: | MBB, BBM |
| Note: | Module 12 is Make-Before-Break, 10 is <br> Break-Before-Make |
| Command: | RouTE : CONFIGURE? (@1:5) |
| Reply: | BBM, MBB, BBM, BBM, MBB |
| Note: | Module 2 is Make-Before-Break, others are <br> Break-Before-Make |

## Relay Readback and Monitoring

The Option-01T may be programmed to read-back the state of the relays from the hardware control registers. By default, the Option$01 T$ will NOT read back the state of the relays from the control registers. The "MONITOR" command may be used to enable readback verification of the relay states.

The syntax for this command is:

```
    [:ROUTe]
        :MONitor
    [:STATe] { ON | 1 | OFF | 0 }
```

The following examples illustrate various valid commands and queries:

| MON ON | - enable the relay readback <br> and monitoring |
| :--- | :--- |
| ROUTE: MONITOR:STATE 1- enable the relay readback <br> and monitoring |  |
| monitor: state off | - disable the relay readback <br> and monitoring |
| MON? | - query the present state of <br> monitoring |
| ROUTE: MONITOR:STATE? $\quad$- query the present state of <br> monitoring |  |

If any relay controlled by the Option-01T does not read back the state properly, an error message will be added to the error message queue. In addition, the "DDE" bit of the IEEE-488.2 Standard Event Status Register will be set.

The error message may be read from the error message queue with the "SYSTEM: ERROR?" query. The error message will be as follows:
-200,"Execution error ; confidence failure for module XX and channel $\mathrm{Y}^{\prime \prime}$

The " $X X$ " will be replaced by a module number of the failed relay module. This number will be in the range 1 through 12.

The " YY " will be replaced by the channel number that failed. This channel number is module-specific.

At most 2 confidence errors will be stored in the error message queue at one time. This prevents overflowing the error message queue with the confidence error.

## Digital Module Operation

The Option-01T may be used to control the 1260-14 and 1260-14C Digital Modules (Refer to Appendix D for other digital modules). The digital modules may be programmed to work in either the synchronous mode of operation or the asynchronous mode of operation. The modules may be programmed to operate in a combination of the two modes, with some ports operating in the asynchronous mode and some ports operating in the synchronous mode.

Digital Module Ports

## Asynchronous

 Digital Operation
## Synchronous <br> Digital Operation

The 1260-14 and 1260-14C modules are programmed at the "port" level. A port is a set of 8 consecutive input/output pins. Data is written to the ports in 8 -bit bytes. The 1260-14 and 1260-14C consist of 128 -bit ports, for a total of 96 input/output pins.

A port may be defined as an input or an output. All 8 pins of an output port will be enabled to output data when the port is enabled. Data may be read from an output port, but data may not be written to an input port.

When the 1260-14 and 1260-14C modules are programmed to operate in the asynchronous mode, data is written to the output pins immediately upon receipt of the "DIGITAL:OUTPUT" command. Likewise, the data is read from the input pins immediately upon receipt of the "DIGITAL : INPUT?" command.

When the 1260-14 and 1260-14C modules are programmed to operate in the synchronous mode, data will be clocked in and out of the module by using the CLKIN line on the module's edge connector. To output data in the synchronous mode, one must:
A) Enable the drivers on the ports
B) Tell the Option-01T which ports of the module are to be used as synchronous ports
C) Load data into the memory of the Option-01T
D) Arm the 1260-14 or 1260-14C module
E) Generate TTL-level pulses on the CLKIN pin of the module. One data pattern is written per clock pulse.

To input data in the synchronous mode, one must:
A) Disable the drivers on the ports
B) Tell the Option-01T which ports of the module are to be used as synchronous ports
C) Tell the Option-01T how many data bytes will be read from the ports
D) Arm the 1260-14 or 1260-14C module
E) Generate TTL-level pulses on the CLKIN pin of the module. One data pattern is read per clock pulse.
F) When the number of bytes specified in step (C) has been captured, the 1260-14 or 1260-14C disarms itself

Read the number of data bytes captured from the Option-01T

Mixing<br>Synchronous and Asynchronous Modes of Operation

Both synchronous and asynchronous modes of operation may be used on a 1260-14 or 1260-14C module simultaneously. The following restrictions apply:
A) You cannot use the asynchronous read command "DIGITAL:INPUT?" to read data from a synchronous port
B) All synchronous ports on a module must be contiguous. The synchronous ports are always the lower numbered ports on the module. The synchronous ports begin with port 0 and go through port N . The asynchronous ports begin with port $(\mathrm{N}+1)$, and go through port 11 . For example, if the last synchronous port is 7 , then ports 0 through 7 will use the synchronous mode, and ports 8 through 11 will use the asynchronous mode.

The following paragraphs describe the commands used to operate the 1260-14 and 1260-14C modules

## Specifying Ports on a Digital Module

When a <port> is shown on the command syntax, it represents the combination of the module address and the port number. The syntax for a <port> is:
( @ <module address> ( <port number> ) )
where <module address> is a number in the range 1 through 12, or a module name defined using the "MODULE:DEFINE" command. This selects the 1260-14 or 1260-14C module.

The <port number> is a value in the range 0 through 11. This selects which of the 12 ports on the module will be used.

Some commands accept a more general form of specifying multiple ports. This is shown in the command syntax as a <port list>. A <port list> uses the format:
( @ <module address> ( <port range> ) [ , <module address> ( <port range> )] )
where the <module address> is a number in the range 1 through 12 , or a module name. The <port range> is a sequence of port specifiers, separated by commas. A <port range> may be:
<port number>
A single port number is specified. The port number is in the range 0 to 11 .
<port1>, <port2>
Two individual ports are specified. Each of these is a number in the range 0 to 11
<port1> : <port2>
A set of ports is specified. All ports between <port1> and <port2> are included. Each of <port1>and <port2> is a number in the range 0 to 11.

Examples of <port list> are shown below:

| $(@ 7(0))$ | Port 0 on module 7 |
| :--- | :--- |
| $(@ 7(0,11))$ | Ports 0 and 11 on module 7 |
| $(@ 7(0: 11))$ | Ports 0 through 11 on module 7 |
| $(@ 7(0), 8(4))$ | Port 0 on module 7; port 4 on module 8 |
| $(@ 7(0,2,3), 8(7: 11))$ | Ports 0,2 and 3 on module 7 ; ports 7 <br> through 11 on module 8 |
| $(@ 7(0), 8(11), 9(4))$ | Port 0 on module 7; Port 11 on module 8; <br> port 4 on module 9 |

## Selecting the Mode of Operation

The mode of operation may be selected using the "DIGITAL:CONFIGURE" command. This command has the following syntax:
:DIGital
:CONFigure <port>
Examples of this command are shown below:
DIG:CONF (@7(0)) Set all ports of the 1260-14 (1260-14C) module with address 7 to the asynchronous mode of operation

DIG:CONF (@7(12)) Set all ports of the 1260-14 (1260-14C) module with address 7 to the synchronous mode of operation

DIG:CONF (@7(4)) Set ports 0 through 3 to the synchronous mode, and ports 4 through 11 to the asynchronous mode.

DIG:CONF? (@7(10)) Read the presently selected mode of operation for port 10 on module 7. The reply returns "SYNC" if it is synchronous, or "ASYN" if it is asynchronous.

## Enabling and Disabling the Ports

The "DIGITAL:OUTPUT:STATE" command is used to enable or disable the output drivers on one or more ports of the 1260-14 module. The 1260-14C module is an open collector module, and so this command has no effect on the 1260-14C. This command affects the ports used in either the synchronous or the asynchronous mode of operation.

The command uses the syntax:

```
:DIGital
    :OUTPut
            :STATe <port list> , { ON | OFF | 1 | 0 }
```

Examples of the command are shown below:
DIG:OUTP:STATE (@7(11)),ON
Enable port 11 of module 7 as an output
DIG:OUTP:STATE (@7(3,6)),OFF
Disable ports 3 and 6 of module 7
DIG:OUTP:STATE (@7(0),8(3)),ON
Enable port 0 of module 7 and port 3 of module 8
DIG:OUTP:STATE (@7(1:4,6),8(2:10)),1
Enable ports 1 through 4, and port 6 of module 7, and ports 2 through 10 of module 8.

DIG:OUTP:STATE (@digio(3)),off
Disable port 3 of the module whose name is "digio"

## Using the Asynchronous Mode of Operation

The syntax for the asynchronous mode commands is shown below:
:DIGital
:OUTPut

$$
\begin{aligned}
& \text { [:DATA]<port list> , <data list> } \\
& \text { :INPut? <port list> }
\end{aligned}
$$

The "DIGITAL:OUTPUT" command is used to output data to one or more ports on the 1260-14 or 1260-14C modules.

The <port list> defines which port or ports to be written.
The <data list> is a list of comma-separated numeric values, each of which is in the range 0 to 255 . The number of data bytes in the <data list> must agree with the number of ports specified in the <port list>.

Examples of this command are shown below:
:DIG:OUTP (@7(0)),38
Output the data value 38 decimal to port 0 of module 7
:DIG:OUTP (@7(0,3)),\#H55,\#HAA
Output data value 55 hex ( $=85$ decimal) to port 0 and AA hex (= 170 decimal) to port 3 of module 7
:DIG:OUTPUT (@digio(0:11)), 0, 1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11
Output the value 0 to port 0, 1 to port 1, 2 to port 2, and so on. Data is output to each of the 12 ports on the module whose name has been defined as "digio"

DIGITAL:OUTPUT (@7(5,11),8(4)),1,2,3
Output the value 1 to port 5 of module 7 ; output 2 to port 11 of module 7 , and output 3 to port 4 of module 8

The "DIGITAL: INPUT?" query is used to read data from the port. The <port list> specifies which ports will be read. The reply to this query is a comma-separated list of values, one per port. Data are returned in decimal values.

Examples of this query are shown below:
DIG:INPUT? (@7(4))
Read data from port 4 of module 7 , and return the data in the reply. An example of the reply is " 37 ".

DIGITAL:INPUT? (@11(6:1))
Read data from ports 1 through 6 (in reverse order) from the 1260-14 or 1260-14C with module address 11. An example reply is:

$$
38,44,255,0,94,77
$$

which indicates that port 6 read a value of 38, port 5 read a value of 44 , port 4 read a value of 255 , and so on.

When data are read from an output port, the data should equal the last value written to that port using the "DIGITAL:OUTPUT" command.

Using the Synchronous Mode of Operation

The syntax for the synchronous mode commands is shown below:
: DIGital
:SYNChronous
:STATe <module list>, \{ ON | OFF |1| 0 \}
:DATA <port> , <data list>
:INDex <port list>, <index>
:INDex? <port list>
:POINts <port>, <number of points>
:POINts? <port>
:DATA? <port>
:CLEar <port list>
:CLOCk
[:POLarity] <module list>, \{NORMal | INVerted\}
:BUSY
[:POLarity] <module list>, \{NORMal | INVerted\}

The sequence for using the 1260-14 and 1260-14C modules is as follows:
A) Use the "DIGITAL: CONFIGURE" command to select which port(s) will be used in the synchronous mode of operation, and which will be used in the asynchronous mode of operation
B) For each port to be used as a synchronous port, determine if the port will be used as a synchronous input port or a synchronous output port.
C) For each Synchronous Output Port:

C1) Use the "DIGITAL: STATE" command to enable the port

C2) Use the "DIGITAL: SYNCHRONOUS: DATA" command to load the data bytes which will be clocked out
D) For each Synchronous Input Port:

D1) Use the "DIGITAL: STATE" command to disable the port
D2) Use the "DIGITAL:SYNCHRONOUS:POINTS" command to define the number of data points that will be acquired and stored for the port
E) Arm the 1260-14 (1260-14C) module by using the "DIGITAL:SYNCHRONOUS:STATE" command
F) Generate pulses on the CLKIN line of the 1260-14 (1260-14C) module. The 1260-14 (1260-14C) module will disarm itself when the number of pulses is equal to, or greater than, the maximum of:

The greatest number of data points downloaded to any synchronous output port on the module (= the "DIGITAL:SYNC:INDEX?")

The greatest number of data points defined for any synchronous input port on the module (= "DIGITAL:SYNC:POINTS?")

All data operations are complete when the module disarms itself. The "DIGITAL:SYNCHRONOUS:STATE?" query may be used to determine if the specified module(s) are armed or disarmed.

## Setting Up the Synchronous Test

The "DIGITAL: SYNCHRONOUS: DATA" command is used to load data into the memory of the 1260-14. This defines the data that will be clocked out, one byte per CLKIN pulse.

Each synchronous output port may hold up to 256 data bytes. Each byte may have a value between 0 and 255. Each time the "DIGITAL : SYNCHRONOUS: DATA" command is executed, new data bytes are added to any data that was previously downloaded.

For example, the commands:
DIG:SYNC:DATA (@7(4)),10,11,12
DIG:SYNC:DATA (@7(4)),50,60,70,80,90
DIG:SYNC:DATA (@7(4),255,254
are equivalent to the command:
DIG:SYNC:DATA (@7(4)), 10, 11, 12, 50, 60, 70, 80, 90, 255, 254
The "DIGITAL:SYNCHRONOUS:INDEX" command provides flexibility for loading new data to output. This command sets the location at which the next "DIG:SYNC:DATA" command will download.

The value passed as the <index> for this command must satisfy the following conditions:

Minimum value: 0
Maximum value: 255 , but less than, or equal to, the number of data loaded

Figure 2-2 shows the interaction between the "DIG:SYNC:DATA" command and the "DIG:SYNC:INDEX" command.

After power-on, or a "*RST" command, no data is loaded into any output port buffer of a 1260-14 or 1260-14C. The index for each port points to the first location in the buffer.

After executing the command:
DIG:SYNC:DATA (@7(4)),10,20,30,40
the memory buffer for port 4 of module 7 is filled with data as depicted in Figure 2-2 (A). There are four bytes loaded. The index for this port points to the next available position in the port buffer, shown as location 4 in the figure.

After executing the command:
DIG:SYNC:DATA (@7(4)),50,60,70,80,90
we have the memory buffer for port 4 of module 7 as depicted in Figure 2-2 (B). There are now a total of nine bytes loaded. The index for this port now points to the next available position in the buffer.

After executing the command:
DIG:SYNC:INDEX (@7(4)),3
the index for the port buffer now points to the fourth entry in the buffer. This is where the next data will be loaded. This is depicted in Figure 2-2 (C).

After executing the command:
DIG:SYNC:DATA (@7(4)),77,78
the fourth and fifth data bytes are overwritten. The previous data (40 and 50) is replaced by the new data (77 and 78). The index now points to the sixth entry, which has a value of 60 . The next "DIG : SYNC : DATA" command would begin by overwriting this data. This final configuration is depicted in Figure 2-2 (D).

Figure 2-2 (A), Port 4 Data After "DIG:SYNC:DATA (@7(4)),10,20,30,40"

| Location | Data |
| :---: | :---: |
| 9 |  |
| 8 |  |
| 7 |  |
| 6 |  |
| 5 |  |
| $\begin{array}{r} \text { Index -> } \\ 4 \end{array}$ |  |
| 3 | 40 |
| 2 | 30 |
| 1 | 20 |
| 0 | 10 |

Figure 2-2 (B), Port 4 Data After "DIG:SYNC:DATA (@7(4)),50, 60, 70, 80, 90"

| Location | Data |
| :---: | :---: |
| $\begin{array}{r} \text { Index -> } \\ 9 \end{array}$ |  |
| 8 | 90 |
| 7 | 80 |
| 6 | 70 |
| 5 | 60 |
| 4 | 50 |
| 3 | 40 |
| 2 | 30 |
| 1 | 20 |
| 0 | 10 |

Figure 2-2 (C), Port 4 Data After "DIG:SYNC:INDEX (@7(4)), 3"

| Location | Data |
| :---: | :---: |
| 9 |  |
| 8 | 90 |
| 7 | 80 |
| 6 | 70 |
| 5 | 60 |
| 4 | 50 |
| $\begin{array}{r} \text { Index -> } \\ 3 \end{array}$ | 40 |
| 2 | 30 |
| 1 | 20 |
| 0 | 10 |

Figure 2-2 (D), Port 4 Data After "DIG:SYNC: DATA (@7(4)),77,78"

| Location | Data |
| :---: | :---: |
| 9 |  |
| 8 | 90 |
| 7 | 80 |
| 6 | 70 |
| $\begin{array}{r} \text { Index -> } \\ 5 \end{array}$ | 60 |
| 4 | 78 |
| 3 | 77 |
| 2 | 30 |
| 1 | 20 |
| 0 | 10 |

The query form of the command may be used to read the present index location for the specified port. For example, the command:

DIGITAL:SYNC:INDEX? (@7(4))
would return the reply:
5
The "DIGITAL: SYNCHRONOUS: DATA?" query may be used to read the data that has been previously loaded to a synchronous output port. This command will return all of the data bytes (up to 256) downloaded to the specified port.

The "DIGITAL:SYNCHRONOUS:POINTS" command is used to define the maximum number of data bytes that will be acquired for the specified synchronous input port. This tells the Option-01T how many data bytes to collect for the specified port(s). The value must be between 0 and 256.

The "DIGITAL: SYNCHRONOUS: POINTS?" query may be used to read the number of points defined for the synchronous input port(s) specified.

After power-up, and after executing a "*RST" command, the number of points to acquire for all ports is set to 0 .

The "DIGITAL:SYNCHRONOUS:INDEX?" query may be used to
determine the number of data bytes stored in a synchronous input port's buffer. This number will always be less than or equal to the maximum number of points for the port as specified with the "DIGITAL:SYNCHRONOUS:POINTS?" command.

## Arming the Digital Modules

The "DIGITAL: SYNCHRONOUS : STATE" command is used to "arm" one or more 1260-14 and 1260-14C digital modules. These modules must be "armed" before they will respond to CLKIN pulses and perform the synchronous operations.

The command accepts one or more module numbers or module names. Note that entire modules, not individual ports, are armed using this command. The following examples illustrate the use of the command:
DIGITAL:SYNC:STATE (@7),ON

Arm the digital module at module address 7
DIG:SYNC:STATE (@3,5,9),ON
Arm the digital modules at module addresses 3,5, and 9
DIG:SYNC:STATE (@3:6,11,9),ON
Arm the digital modules at module addresses 3, 4, 5, 6, 9, and 11

After the module has been armed, it will remain armed until:
A) The "DIGITAL : SYNCHRONOUS: STATE" command is used to disarm the module; OR
B) The number of data bytes collected for all input ports matches the number of points defined for the port ("DIGITAL: SYNC: POINTS" command), and the number of data bytes output for each output port matches the number of data bytes loaded ("DIGITAL: SYNC: DATA" command).

One byte will be clocked out for each output port on the module for each CLKIN pulse received. One byte will be read for each input port on the module for each CLKIN pulse received.

## Checking for Data Transfer Completion

## Reading Data from a Synchronous Input Port

The "DIGITAL:SYNCHRONOUS:STATE?" query is used to read whether the digital module is armed. When all of the data transfer has been completed for a given module, the module will automatically be disarmed.

The following examples illustrate the use of this query:
DIG:SYNC:STATE? (@7)
This queries the present arm state of module 7. The reply will be " 1 " if the module is armed, or " 0 " if the module is disarmed.

DIGITAL:SYNCHRONOUS:STATE? (@7:10)
This queries the present arm state of each of the following modules: $7,8,9$, and 10 . The reply consists of a single "1" or "0" for each port. Each state indication is separated by a comma. For example, the reply:

$$
0,1,0,0
$$

indicates that module 8 is armed, while modules 7, 9 , and 10 are not.

Once the data transfer is complete, each of the synchronous input ports may be read. The "DIGITAL: SYNCHRONOUS: DATA?" query is used to read data from the synchronous input ports.

The following examples illustrate the use of this query:
DIG:SYNC:DATA? (@7(4))
Reads all of the data from port 4 of module 7. The reply to this query consists of a series of numeric values, each separated by a comma. For example, the following reply may be returned:

$$
255,0,128,93,66,17,23
$$

This indicates that seven data bytes were stored by the module from port 4.

DIG:SYNC:DATA? (@digio(11))
Reads all of the data from port 11 of the module whose name is "digio". The name must have been defined using the "MODULE: DEFINE" command.
A) The number of points stored in the port memory for a synchronous input port may be read using the "DIGITAL: SYNCHRONOUS: INDEX?" query. This query will return the number of data points stored for the specified port(s). One numeric reply is returned for each port specified in the query.

If multiple ports are specified, then multiple numeric values are returned. In this case, each number is separated from the next by a comma. Examples are shown below:

DIG:SYNC:INDEX? (@7(4))
Reads the index for port 4 of module 7.
DIGITAL:SYNC:INDEX? (@7(3:5))
Reads the index for each of the ports 3,4 , and 5 on module 7. The reply will be similar to:

$$
123,14,79
$$

This reply indicates that there are 123 bytes stored in port 3, 14 bytes stored in port 4, and 79 bytes stored in port 5 .

## Clearing Data from Synchronous Input and Output Ports

Data may be cleared from all synchronous input and output ports with the "DIGITAL:SYNCHRONOUS:CLEAR" command. This command does the following:
A) Clears any data loaded into a synchronous output port
B) Clears any data read into a synchronous input port
C) Sets the Index for the output and input ports to 0

Examples of the command are shown below:
DIG:SYNC:CLEAR (@7)
Clears module 7 synchronous input and output ports

DIG:SYNC:CLEAR (@7,DIGIO,11)
Clears modules 7, 11, and the module assigned the name "DIGIO".

## Synchronous Control and Status Pins

The CLKIN input pin of the 1260-14 and 1260-14C is used to clock synchronous data into and out of the module. This pin is located on pin J2-49 of the module. Each time a clock edge is presented to this input, the module generates an interrupt to the Option-01T.

The Option-01T responds to this interrupt by writing the next data byte from each synchronous output port, and reading a new data byte from each synchronous input port.

The BUSY status line on the $1260-14$ or $1260-14$ C module is asserted until the Option-01T is ready to accept a new CLKIN line. The BUSY line is pin J1-49 of the module. Any new CLKIN pulses received while the BUSY line is asserted will be ignored.

The CLKIN signal is edge sensitive. The active edge is positive at power-up and after a "*RST" command. This may be set to the negative (falling) edge by using the command:

DIG:SYNC:CLOCK INVERTED
command. It may be set back to the positive (rising) edge by using the command:

## DIG:SYNC:CLOCK NORMAL

The BUSY signal is active high after power-on and after a "*RST" command. This may be set to be active low by sending the command:

## DIG:SYNC:BUSY INVERTED

and may be set back to active high using the command:
DIG:SYNC:BUSY NORMAL

To illustrate a command sequence, assume module 7 is a 1260-14 module. The following command sequence may be used to:
A) Select ports 0 and 1 as synchronous output ports
B) Select ports 2 and 3 as synchronous input ports
C) Select ports 4, 5, 8, and 9 as asynchronous output ports
D) Select ports 6, 7, 10, and 11 as asynchronous input ports
E) Output values 1, 2, 3, 4 to port 0 in synchronous mode
F) Output values 10, 20, 30 to port 1 in synchronous mode
G) Read 5 data bytes from port 2 in synchronous mode
H) Read 256 data bytes from port 3 in synchronous mode
I) Output the value 44 to port 4, 55 to port 5, 88 to port 8, and 99 to port 9 in asynchronous mode
J) Input a byte from ports 6, 7, 10, and 11 in asynchronous mode

Write Command: *RST
Purpose: Resets the 1260-14 modules to power-up defaults
Write Command: DIG:STATE (@7(0,1,4,5,8,9)),ON
Purpose: Enables ports 0, 1, 4, 5, 8, and 9 as output ports. Others are defaulted (by *RST) as input ports

Write Command: DIG:CONF (@7(4))
Purpose: Sets ports 0 to 3 as synchronous, ports 4 to 11 as async.

Write Command: DIG:SYNC:DATA (@7(0)),1,2,3,4
Purpose: Loads the data bytes 1, 2, 3, and 4 into port 0 buffer

Write Command: DIG:SYNC:DATA (@7(1)),10,20,30
Purpose: Loads the data bytes 10, 20, and 30 into port 1 buffer

Write Command: DIG:SYNC:POINTS (@7(2)),5
Purpose: Set the number of points to 5 for port 2
Write Command: DIG:SYNC:POINTS (@7(3)),256
Purpose: Set the number of points to 256 for port 3
Write Command: DIG:OUTPUT (@7(4,5,8,9)),44,55,88,99
Purpose: Outputs 44 to port 4, 55 to port 5, 88 to port 8, and 99 to port 9

Write Command: DIG:INPUT? (@7(6,7,10,11))
Purpose: Commands the 1260-14 to read the data
Read reply. Reply will be a set of 4 data byte values, in decimal format, separated by commas.

Write Command: DIG:SYNC:STATE (@7),ON
Purpose: Enables the synchronous mode for module \#7 Generate 256 clock pulses on the CLKIN input line of module \#7

Write Command: DIG:SYNC:STATE? (@7)
Purpose: Reads whether module \#7 is still armed. If the reply is " 1 ", then the module is still armed, expecting more CLKIN pulses. If the reply is " 0 ", then the module is disarmed.

Write Command: DIG:SYNC:DATA? (@7(2))
Purpose: Read the data bytes captured by port 2 during the synchronous test. The reply will be a set of 5 data bytes, in decimal format, separated by commas.

Write Command: DIG:SYNC:DATA? (@7(3))
Purpose: Read the data bytes captured by port 3 during the synchronous test. The reply will be a set of 256 data bytes, in decimal format, separated by commas.

## IEEE 488.2

Common Commands

The Option-01T supports all required IEEE-488.2 commands. In addition, the optional "*OPT?", "*SAV", and "*RCL" commands are supported. The following paragraphs describe the IEEE-488.2 commands supported by the 1260A Option-01T. In addition, the status reporting model implemented by the Option-01T is described.

The following commands are implemented by the Option-01T:
*IDN? Identification query
*RST Instrument reset
*TST? Commanded self-test
*CLS Clear status
*ESE Set the Standard Event Status Enable register
*ESE? Read the Standard Event Status Enable register
*ESR? Read the Standard Event Status register
*SRE Set the Service Request Enable register
*SRE? Read the Service Request Enable register
*STB? Read the status byte
*OPC Set the OPC bit of the Standard Event Status register
*OPC? Reply with "1" when executed (used for synchronizing)
*TRG Send a trigger to the instrument over the bus
*SAV Store relay states in nonvolatile memory
*RCL Recall relay states from nonvolatile memory
*OPT? Read if any options are installed
These commands are described in greater detail in this section of the manual.

IEEE-488.2 Status Description

The IEEE-488.2 Status Reporting Model is shown in Figure 2-
3. This figure shows how the status reporting data structures are implemented and the commands used to set and read each of the registers.


Figure 2-3, IEEE-488.2 Status Reporting Model

This figure shows 4 related registers. The Standard Event Status Register, the Standard Event Status Enable Register, the Status Byte Register, and the Service Request Enable Register.

The Standard Event Status Register reflects the present status of the instrument. This register consists of 8 1-bit flags. Each flag represents a true or false indication of the corresponding condition. The bits of this register are:

PON Power-On
Bit 7 (MSB), Bit weight $=128$ decimal $=80$ hexadecimal

This flag is set when the instrument is powered on (or, since this is a VXI device, when the instrument is taken out of the "Soft Reset" state)

URQ User Request
Bit 6, Bit weight $=64$ decimal $=40$ hexadecimal
This bit is never set by the Option-01T and will always read 0 .

CME Command Error
Bit 5, Bit weight $=32$ decimal $=20$ hexadecimal
This bit is set when a command error is detected by the Option-01T.

Errors of this type will also result with an error added to the error queue. The error may be read using the "SYST:ERR?" query to determine the cause of the error

EXE Execution Error
Bit 4, Bit weight $=16$ decimal $=10$ hexadecimal
This bit is set when a valid command is received but cannot be executed for some reason. For example, an error occurs while writing the EEPROM while executing the "*SAV" command. When this error occurs, an error message is added to the message queue and may be read using the "SYST:ERR?" query.

DDE Device Dependent Error
Bit 3, Bit weight $=8$ decimal $=8$ hexadecimal
This bit is set when a device-dependent error is detected. For example, a 1260 series relay module is read during power-up but contains an unknown identification byte value. When this error occurs, an error is added to the error message queue.

QYE Query Error
Bit 2, Bit weight $=4$ decimal $=4$ hexadecimal
This bit is set when a query error is detected. For example, a query is sent, but the reply is not read, and a second query or command is sent. When this error occurs, an error is added to the error message queue.

RQC Request Control
Bit 1, Bit weight $=2$ decimal $=2$ hexadecimal
This bit is never set by the Option-01T and will always read 0 .

## OPC Operation Complete

Bit 0, Bit weight = 1 decimal $=1$ hexadecimal
This bit is set when the "*OPC" command is executed. This may be used to synchronize the Option-01T with the commands (to ensure that the Option-01T command buffer is empty).

A bit is set in this register when the corresponding condition becomes true. It remains set until the "*ESR?" query is executed. When the query is executed, the reply contains the present value of the register, and the register is then cleared to 0 .

The value returned by the "*ESR?" query represents a sum of the bit-weight values for all conditions that are true. For example, if the PON bit is set and the QYE bit is set, and the rest of the bits are cleared, then the value returned for the "*ESR?" query is:

$$
\text { PON + QYE = } 128+4=132
$$

The Standard Event Status Enable Register provides a mask register. The value of this register is logically ANDed with the Standard Event Status Register. If the value of this ANDing is nonzero, then bit 5 of the Status Byte Register is set. This bit is known as the "Event Summary Bit", or ESB.

For example, if the PON and QYE bits of the Standard Event Status Register are set, but the Standard Event Status Enable register value is 0 , then the ESB of the Status Byte Register will not be set. If either, or both, bits 7 and bit 2 of the Standard Event Status Enable Register are set, then the ESB bit of the Status Byte Register will be set.

Another way of viewing the Standard Event Status Enable Register is that it selects which conditions reflected in the Standard Event Status Register are enabled to set the ESB bit of the status byte.

The Status Byte Register is similar to the Standard Event Status Register. Each bit of this register reflects the true or false condition of the corresponding bit. These bits reflect the PRESENT value of the condition, whereas the Standard Event Status Register bits are latched. That is, once a bit in the Standard Event Status Register is set, it remains set until a "*CLS" command is executed or an "*ESR?" query is executed. However, the bits of the Status Byte Register change states as the corresponding condition becomes true or false. These bits are NOT latched.

The following bits are assigned in the Status Byte Register. All other bits are not used and will return " 0 " when read with the "*STB?" query:

## OSE Operation Status Event

Bit 7 , bit weight $=128$ decimal $=80$ hexadecimal
This bit is set when any of the bits of the Operation Status Event Register are set. (This bit is NOT shown on the diagram. For a description of the Operation Status Event Register, consult the "SCPI Status Registers" section of this chapter.

MSS Master Summary Status.
Bit 6, bit weight $=64$ decimal $=40$ hexadecimal
This bit is set when one or more of the "enabled" bits of the Status Byte are set. In other words:
(Status Byte bit 0 AND SRE bit 0)
OR
(Status Byte bit 1 AND SRE bit 1)
OR
(Status Byte bit 2 AND SRE bit 2)
OR
(Status Byte bit 3 AND SRE bit 3)
OR
(Status Byte bit 4 AND SRE bit 4)
OR
(Status Byte bit 5 AND SRE bit 5) OR
(Status Byte bit 7 AND SRE bit 7)
where the SRE is the Service Request Enable Register.
ESB Event Summary Bit
Bit 5 , bit weight $=32$ decimal $=20$ hexadecimal
This bit is set when one of the enabled Standard Event Status Enable Register bits is set. The previous paragraphs describe the formation of the ESB bit.

## MAV Message Available

Bit 4, bit weight = 16 decimal $=10$ hexadecimal
This bit is set when there is a message in the output buffer of the Option-01T

All other bits (3, 2, 1, and 0 ) of the Status Byte are not assigned and will always return 0 .

When the MSS transitions from a 0 to a 1, the VXI "Request True" interrupt is generated. When the MSS transitions from a 1 to a 1 , the VXI "Request False" interrupt is generated. The MSS will remain 1 until all enabled bits of the status byte have returned to 0 .

Interrupts are generated on the VXI interrupt line assigned by the Resource Manager, using the "Assign Interrupter" command. Consult the "Setting the VXI Interrupt Level" section of this manual for a description of interrupts.

The Service Request Enable Register is used to individually enable bits in the Status Byte to set the MSS bit of the Status Byte, thereby generating an interrupt. When the bit of the Service Request Enable bit is set, and the corresponding bit of the Status Byte is set, then the MSS bit will be a 1 .

The following IEEE-488.2 Common Commands relate to the Status Reporting Model:
*CLS Clear status
*ESE $\quad$ Set the Standard Event Status Enable register
*ESE? Read the Standard Event Status Enable register
*ESR? Read the Standard Event Status register
*SRE Set the Service Request Enable register
*SRE? Read the Service Request Enable register
*STB? Read the status byte
These common commands are described below.

## *CLS Command

The *CLS command clears the SCPI and IEEE-488.2 defined status event registers. These include:

- The Standard Event Status register is cleared to 0. This register is read using the "*ESR?" query
- The Standard Event Status Enable register is cleared to 0 . This register is set using the "*ESE" command, and read using the "*ESE?" query
- The Service Request Enable Register is cleared to 0. This register is set using the "*SRE" command, and read using the "*SRE?" query.
- The Operation Status Enable register is cleared to 0. This register is set using the "STATUS:OPERATION:ENABLE" command, and read using the "STATUS:OPERATION: ENABLE?" query.
- The Operation Status Event register is cleared to 0 This register is read using the "STATUS:OPERATION:EVENT?" query
- The Questionable Status Enable register is cleared to 0. This register is set using the "STATUS:QUESTIONABLE: ENABLE" command and read using the "STATUS: QUESTIONABLE:ENABLE?" query
- The Questionable Status Event register is cleared to 0. This register is read using the "STATUS:QUESTIONABLE: EVENT?" query

The *ESE command sets the value of the Standard Event Status Enable Register. The value of this register is logically ANDed with the contents of the Standard Event Status Register (see the *ESR? query description). If any bits of this AND operation are set, then bit 5 of the Status Byte is set. Bit 5 is known as the Event Summary Bit, or ESB, and is shown in Figure 2-3.

ESB of Status Byte $=\quad$ (bit 0 of ESE AND bit 0 of ESR) OR
(bit 1 of ESE AND bit 1 of ESR) OR
(bit 2 of ESE AND bit 2 of ESR) OR
(bit 3 of ESE AND bit 3 of ESR) OR
(bit 4 of ESE AND bit 4 of ESR) OR
(bit 5 of ESE AND bit 5 of ESR) OR
(bit 7 of ESE AND bit 7 of ESR)
where:
ESE is the value as set by the *ESE command
$E S R$ is the value which may be read with *ESR? query
The *ESE command has the format:
*ESE <ESE value>
where the " $<E S E$ value>" is an integer numeric value in the range 0 to 255 .
*ESE? Query
*ESR? Query

This query reads the value presently programmed for the "Standard Event Status Enable Register". This reads the value as programmed by the "*ESE" command.

This query reads the value of the "Standard Event Status Register". Each bit of this register indicates a true/false status condition. When the bit is set, the condition is TRUE; when the bit is cleared, the condition is FALSE. The bit assignments are defined by the IEEE-488.2 specification. The bit assignments are described in the text following Figure 2-3.

The bits of the Standard Event Status Register are cleared at power-on, except for bit 7 , which is set. As conditions become true, the corresponding bit in the register are set. These bits remain set until:

- The "*ESR?" query is executed
- The "*CLS" command is executed

The reply to the *ESR? query is a numeric integer value in the range " 0 " to " 255 ".

The *SRE command sets the value of Service Request Enable Register. The value of this register is logically ANDed with the contents of the Status Byte If any bits of this AND operation are set, bit 6 of the Status Byte is set. Bit 6 is also known as the Master Status Summary bit. Consult the text following Figure 2-3 for a description of the MSS bit and the Service Request Enable register.

The command has the format:
*SRE <SRE value>
where the " $<$ SRE value $>$ " is an integer numeric value in the range 0 to 255 . The value of bit 6 of this register is ignored, since it does not make sense to "enable an interrupt when an interrupt is generated".

This query reads the value presently programmed for the Service Request Enable Register. This reads the value as programmed by the "*SRE" command. The reply to this command is a numeric value in the range 0 to 255 .
*STB? Query

## *OPC Command

## *OPC? Query

This query reads the value of the Status Byte Register. Each bit of this register indicates a true/false status condition. When the bit is set, the corresponding condition is TRUE; when the bit is cleared, the condition is FALSE. The bit assignments are defined by the IEEE-488.2 specification. The bit assignments are described in the text following Figure 2-3.

The value returned by the "*STB?" query may also be read using the VXI-defined Word Serial Read STB command. This is analogous to a "Serial Poll".

Note that bit 6 (MSS) of the Status Byte Register remains set until all enabled conditions are cleared. This is in contrast to the GPIB serial poll operation, where the SRQ bit is set until it is read once, and cleared after.

The *OPC command will cause the Operation Complete bit of the Standard Event Status Register to be set when the command is executed. This is bit 0 of the register.

This command could be used to cause an interrupt (if bit 0 of the Standard Event Status Enable Register is set, and bit 5 of the Service Request Enable register is set). This provides a means of synchronizing the application program with the Option-01T and ensuring that all commands have been parsed and executed before continuing execution of the application program.

The *OPC command has no parameters. The only valid syntax for this command is:
*OPC

The *OPC? query causes the Option-01T to reply with the value of " 1 " when the query is executed. This query may be used to ensure that all previous commands have been executed so the application program may be sure that relays have been programmed before to their desired states before continuing execution of the application program.

## *IDN? Query

This query requests the instrument to identify itself. The EMS responds to this query with the following reply:

Racal Instruments,1260A Option-01T,<serial num>,<revision>
This reply indicates the manufacturer, the ("1260A Option-01T"), the serial number (if not available, it is " 0 "), and the firmware revision. The firmware revision is a numeric, floating point value. An example firmware revision is "3.1". A sample is shown below:

Racal Instruments,1260A Option-01T,1234 ABCD,3.1

The *RST command resets the instrument to its power-on default state. These settings are shown in Table 2-1 of this manual.

This command does NOT change the value of SCPI Operation or Questionable status registers or IEEE-488.2 status registers, condition registers, or enable registers. This command does NOT clear the error message queue, the input command buffer, or the output reply buffer.

Table 2-1, Power-On and Reset State

| Attribute | Related Command(s) | Reset State |
| :---: | :---: | :---: |
| Relay States | *SAV 0 | The states are recalled from nonvolatile <br> memory location 0. This is set by the user <br> using the "*SAV 0" command. As shipped <br> from the factory, these are all in the OPEN <br> position |
| Trigger Input Source | TRIGGER:SOURCE | IMMediate |
| Trigger Count | TRIGGER:COUNT | 1 |
| Trigger Input Delay | TRIGGER:DELAY | 0.0 seconds |
| Trigger Output | OUTPUT:TTLTRG<X> | None (Disabled) |
| Trigger Output Delay | OUTPUT:DELAY | 0.0 seconds |
| Confidence Mode | MONITOR:STATE | Off |
| Scan List | ROUTE:SCAN | No Scan List Defined |
| Include List | ROUTE:INCLUDE | No Include Lists Defined |
| Exclude List | ROUTE:EXCLUDE | No Exclude Lists Defined |

## *TST? Query

## *RCL Command

The *TST? query initiates an instrument self-test and returns a reply. The reply is a integer numeric value. A value of "0" indicates that the self-test has passed. A non-zero value indicates that one of the commanded self-tests has failed.

The following values may be returned from the self-test:
-0 -The self-test has completed successfully
-1 -The ROM checksum test failed
-2 -The RAM test failed
-3 -The Nonvolatile memory (EEPROM) test failed
-4 -The real-time clock/timer test failed
If the self-test fails, either at power-up, or in response to the "*TST?" command, an error is placed in the "error queue" of the Option-01T. The error queue may be read using the
"SYSTEM:ERROR?" (or "SYST:ERR?")
query. The reply to this command will contain some additional details about the self-test failure. This includes, for example, the expected ROM checksum and the calculated checksum (for a ROM test failure), the address, expected and read patterns (for a RAM test failure), and so on.

The self-test takes approximately 30 seconds to complete. No reply will be generated until the self-test completes. An attempt to read the reply before the self-test has completed will result in a time-out from the read operation.

The *RCL command will recall the relay states from nonvolatile memory. The *RCL command may specify a nonvolatile memory location from which to recall the instrument state. That is, both of the following formats are accepted:

```
*RCL
*RCL <location>
```

If <location> is specified, it must be in the range 0 to 100 . If <location> is not specified, it will default to 100.

The *RCL command recalls the states of all relays in the system. The relay states are stored using the "*SAV" command.

Note that path names, module names, status registers, include lists, and so on are NOT affected by the "*RCL" command.

## *SAV Command

## *TRG Command

## *WAI Command

The *SAV command will store the present relay states into nonvolatile memory. States of digital I/O modules, such as 1260-14 and 1260-114, are not saved. The *SAV command may specify a nonvolatile memory location into which the relay states are saved. That is, both of the following formats are accepted:
*SAV
*SAV <location>
If <location> is specified, it must be in the range 0 to 100 . If <location> is not specified, the instrument state will be saved into nonvolatile memory location 100.

State 0 is recalled at power-up. The Option-01T is shipped without any data in state 0 . This effectively tells the Option$01 T$ to open all relays at power-up. This default may be overwritten by placing all relays in the desired power-up state, and then executing the command
*SAV 0
If new relay modules are added to the system after the "*SAV 0" command has been executed, the new relay modules will not be programmed at power-up. Also, if module addresses are changed after the execution of the "*SAV 0" command, the modules whose addresses have changed will not be programmed.

In general, whenever new modules are added, or module addresses are changed, then the "*SAV 0" command should be used to place the relays into the desired power-up state.

The *TRG command is required by the IEEE-488.2 specification. If the Option-01T is armed (see the "INIT:IMMEDIATE" and "INIT:CONTINUOUS" commands), and the trigger source is "BUS" (see the "TRIGGER:SOURCE" command), then this will cause the next scan list action to occur.

This is equivalent to sending a VXI-defined Word Serial Trigger command.

The *WAI command is required by the IEEE-488.2 specification. This command is accepted but has no effect on the Option-01T.

## SCPI Status Registers

SCPI defines two additional registers beyond those shown in Figure 2-3. These are the Operation Status Register and the Questionable Status Register.

The Operation Status Register consists of three logical registers: a condition register, an enable register, and an event register.

The Operation Status Condition Register holds the present condition of various instrument attributes. This register is a set of 1-bit flags. The conditions assigned to the bits of the register are shown below:

$$
\text { Waiting For Arm } \quad \begin{aligned}
& \text { Bit 6, Bit weight }=64 \text { decimal }=40 \\
& \text { hexadecimal }
\end{aligned}
$$

This bit is set when a Scan List has been defined, but the Option-01T is not armed. Use the "INIT:IMMEDIATE" or "INIT:CONTINUOUS" command to arm the Option-01T

Waiting for Trigger $\begin{aligned} & \text { Bit 5, Bit weight }=32 \text { decimal }=20 \\ & \text { hexadecimal }\end{aligned}$
This bit is set when a Scan List has been defined, and the Option-01T has been armed, but is waiting for a trigger. The "TRIGGER:SOURCE" command may be used to select a trigger source. If the trigger source is "BUS", then the "*TRG" command will satisfy a trigger

Settling
Bit 1, Bit weight $=2$ decimal $=2$ hexadecimal

This bit is set when the relays are settling due to a CLOSE, OPEN, or SCAN operation. This bit is cleared after the settling time has elapsed.

All of the other bits of this register are not used by the Option-01T. These bits will return a value of 0 when read.

The Operation Status Enable Register enables individual bits to pass through to the Operation Status Event Register. The bits of the Operation Status Enable Register are ANDed with the bits of the Operation Status Condition Register. If both bits are set, then the corresponding bit in the Operation Status Event Register is set.

For example, if bits 1, 5, and 6 of the Operation Status Condition Register are set, and bits 5 and 6 of the Operation Status Enable Register are set, then bits 5 and 6 of the Operation Status Event Register will be set.

The Operation Status Event Register latches the status information. Once a bit is set in the Operation Status Event Register, it remains set until the bit is cleared by reading the register with the "STATUS:OPERATION:EVENT?" query, or by sending the "*CLS" command.

When any of the bits of the Operation Status Event Register are set, bit 7 of the Status Byte Register will be set. Consult Figure 2-3 for a description of the Status Byte and a discussion of IEEE-488.2 Status Reporting.

The Questionable Status register is not used by the Option-01T. When the Questionable Status Condition or Questionable Status Event registers are read, they will return a value of 0 . The Questionable Status Event Register may be programmed and queried, but will have no effect on the operation of the Option-01T.

The following SCPI command tree shows the syntax of the SCPI STATUS commands:
:STATus
:OPERation
[:EVENt]?
:CONDition?
:ENABle
:QUEStionable
[:EVENt]?
:CONDition?
: ENABle
Examples of the commands are shown below:

STAT:OPER: ENABLE 96 Enable the "Wait for Trigger" and "Wait for Arm" bits

STAT:OPER: ENABLE? Read the value of the enable register

STAT: OPER? Read the value of the event register (and clear the event register)

STAT: OPER:COND? Read the value of the condition register
These commands augment the IEEE-488.2 Common Commands to provide additional status information.

SCPI and IEEE 488.2 Status Indicators

The SCPI and IEEE-488.2 Status System implemented by the Option-01T will be described here.

## Register-Based Operation

The register-based mode of operation provides the fastest method of updating relays. This method bypasses the Option-01T and allows the slot 0 controller to write directly to the control registers of the 1260 series switch modules.

The register-based mode of operation trades ease of use for speed. When using the register-based mode, the application program must handle relay settling time, exclusion lists and so on. Also, the application program must be aware of which data bit(s) control which channel(s) in the hardware.

VXIplug\&play drivers which operate the module in register-based mode are provided with the Option-01T. These drivers provide the relay control bit mapping, the settling time, and include several other features. These drivers are shipped with error checks, generic address handling, and other overhead which will slow the operation of the relay cards down. However, these drivers will still operate more rapidly than the equivalent message-based commands.

The VXIplug\&play drivers are ready to use "out of the box". However, if increased efficiency is desired, these drivers may be used as a starting point for developing your application program.

The VXIplug\&play drivers are discussed in the "VXIplug\&play Software" section of this manual.

## Communicating via Register-Based Mode

The relay modules are programmed using two basic operations. A 8 -bit poke operation is used to write data from the slot 0 controller over the VXIbus backplane to a control register on the switch module. An 8-bit peek operation is used to read data from the status or identification register on the switch module.

At system start-up, the Option-01T requests a block of memory to be allocated from the Resource Manager. This block of memory is placed in the VXI backplane A24 address space. The Resource Manager determines the base address of the block of memory, and writes this offset to the Option-01T's "offset" register.

This offset is used as the base address for writing to and reading from the relay modules. For example, suppose the address 204000 (hexadecimal) is assigned by the Resource Manager to the Option-01T. A sample of the National Instruments' Resource Manager program output shows the assignment of address 204000 to the Option-01T:

```
>>>>>>>>> Resource Manager Operations Begun <<<<<<<<<<
Resource Manager is a Nat'l Insts PCI-MXI-2 "PCI-MXI-2"
    at Logical Address (LA) 0.
IDENTIFYING VXI/VME/MXIbus DEVICES:
Waiting (5 sec's) for SYSFAIL* to be removed from the backplane...done.
Configuring Extender 0:
    SC Message Based device "PCI-MXI-2" found at LA 0.
    SC Mainframe Extender device "VXI-MXI-2" found at LA 1.
    Verifying Self Tests:
        LA 0 Passed Self-Test.
        LA 1 Passed Self-Test.
Configuring Mainframe 1:
    The Slot 0 device is LA 1.
    Cards seen in Slots: 0, 2.
    SC Mainframe Extender device "VXI-MXI-2" found at LA 1 in slot 0.
    SC Message Based device "DEVICE_34" found at LA 34 in slot 2.
    No DC devices found.
    Verifying Self Tests:
        DEVICE_34 (LA 34) Passed Self-Test.
CONFIGURING ADDRESS MAP:
A24 Address Map:
    PCI-MXI-2 (LA 0) requests no memory.
    VXI-MXI-2 (LA 1) requests 0x4000 bytes (allocated at 0x200000).
    DEVICE_34 (LA 34) requests 0x4000 bytes (allocated at 0x204000).
A32 Address Map:
    PCI-MXI-2 (LA 0) requests 0x1000000 bytes (allocated at 0x20000000).
    VXI-MXI-2 (LA 1) requests no memory.
    DEVICE_34 (LA 34) requests no memory.
```

Figure 2-4, Sample Resource Manager Display

Once the base address of the Option-01T has been determined, this address is used to calculate the address of each of the 1260 series switch modules. The address for each module is based on the module's address setting. The module address is selected by setting a DIP switch on the module, as described in the "Module Address Switches" section in Chapter 1 of this manual.

The module address may be any number between 1 and 12. The base address for any relay module is calculated as:

```
<Base Address> = <Option-01T Base Address> +
(<Module Address> * 1024) + 1
```

If the <Option-01T Base Address> is 204000 (hex), the modules with the addresses 1 through 12 would have the following base addresses:

Table 2-2, Base Address for 1260 Series Modules

| Module Address | Base A24 Address for Module (Hex) |
| :---: | :---: |
| 1 | 204401 |
| 2 | 204801 |
| 3 | $204 \mathrm{CO1}$ |
| 4 | 205001 |
| 5 | 205401 |
| 6 | 205801 |
| 7 | $205 \mathrm{CO1}$ |
| 8 | 206001 |
| 9 | 206401 |
| 10 | 206801 |
| 11 | $206 \mathrm{CO1}$ |
| 12 | 207001 |

If the base address of the Option-01T is 200000 (hex), then module address 1 would begin at A24 address 200401, module 2 would begin at 200801, and so on.

Each switch module implements an 8-bit identification register. The value read back from this register uniquely identifies the 1260 series card. For example, the 1260-12 module has an identification byte value of 18 (decimal = 12 hexadecimal), and the $1260-40 \mathrm{~A}$ has an identification byte value of 112 (decimal $=70$ hexadecimal).

The identification byte is located at an offset of 512 (decimal $=200$ hex) bytes from the base address of the module. Thus, for module address 6 , the address of the identification register is 205A01 (hex).

When the identification register value read from the module is 255 (decimal = FF hex), there is no module installed with the corresponding module address.

Each relay module is controlled by writing 8-bit bytes to the control register of the module. The first control register is located at the base address for the module. Subsequent control registers are located at every odd address above the first control register. For example, if the module address is 6 , and the base A24 address for the Option-01T is 204000, then the first six control registers are located at the following addresses:

Table 2-3, Control Register Offsets for Sample 1260 Series Module

| Control Register | A24 Address for Module Address 6 |
| :---: | :---: |
| 0 | 205801 |
| 1 | 205803 |
| 2 | 205805 |
| 3 | 205807 |
| 4 | 205809 |
| 5 | 20580 B |

Note that there are no control registers at EVEN addresses. Only the odd addresses contain control registers.

There are three types of relay control schemes employed by the 1260 series switch modules:

Single Channel $=$ Single Bit
For the majority of relay modules, one channel is operated by setting or clearing a single bit in a control register on that module. When the bit is set, the corresponding relay is closed. When the bit is cleared, the relay is opened.

Single Channel $=$ Multiple Bits
There are a few modules, such as the 1260-54, where multiple bits are operated to select a single channel. For the 1260-54, control bits for a single channel are located in different control registers.

Single Channel $=$ Special Case
There are two other modules which do not use the one-bit/one-channel paradigm. The 1260-45 operates a row/column arrangement of control registers to operate matrix relays. The 1260-60 uses latching relays, where one control bit must be pulsed to close a relay, and another bit must be pulsed to open the relay.

Appendix $C$ of this manual contains control register information for each of the 1260 series modules. For illustrative purposes, portions of the data for two of the modules is shown in Table 2-4.

Table 2-4, Partial Data for the 1260-40A

| Channel | Connect From | Connect To | Control Register | Control Bit |
| :---: | :---: | :---: | :---: | :---: |
| 000 | P203-D/K | P202-EE/DD | 0 | 0 |
| 001 | P203-D/K | P202-CC/BB | 0 | 4 |
| 002 | P203-D/K | P202-w/v | 3 | 0 |
| 003 | P203-D/K | P202-u/t | 3 | 4 |
| 004 | P203-D/K | P202-m/k | 1 | 0 |
| 005 | P203-D/K | P202-j/h | 1 | 4 |
| 006 | P203-D/K | P202-b/a | 4 | 0 |
| 007 | P203-D/K | P202-Z/Y | 4 | 4 |
| 008 | P203-D/K | P202-T/S | 2 | 0 |
| 009 | P203-D/K | P202-R/P | 2 | 4 |
| 010 | P203-D/K | P202-J/H | 5 | 0 |
| 011 | P203-D/K | P202-F/E | 5 | 4 |
| 012 | P203-D/K | P202-B/A | 6 | 0 |
| 013 | P203-D/K | P202-D/C | 6 | 4 |
| 014 | P203-D/K | P202-L/K | 9 | 0 |
| 015 | P203-D/K | P202-N/M | 9 | 4 |
| 016 | P203-D/K | P202-V/U | 7 | 0 |
| 017 | P203-D/K | P202-X/W | 7 | 4 |
| 018 | P203-D/K | P202-d/c | 10 | 0 |
| 019 | P203-D/K | P202-f/e | 10 | 4 |
| 020 | P203-D/K | P202-p/n | 8 | 0 |
| 021 | P203-D/K | P202-s/r | 8 | 4 |
| 022 | P203-D/K | P202-y/x | 11 | 0 |
| 023 | P203-D/K | P202-AA/z | 11 | 4 |
| 100 | P203-E/H | P202-EE/DD | 0 | 1 |
| 101 | P203-E/H | P202-CC/BB | 0 | 5 |
| 102 | P203-E/H | P202-w/v | 3 | 1 |

The table for the 1260-40A illustrates the most common type of switch module. Using this type of module, one single control bit controls the state of the channel: when the bit is a 1 , the corresponding channel is closed. When the bit is a 0 , the corresponding channel is opened.

As an example of how to read the table for the 1260-40A, consider how to close the relay at row 1, column 2. This relay has the channel designator 102, and is the last entry shown in the table.

The entry for channel 102 indicates that the channel is operated using control byte \#3, and bit \#1.

Control byte \#3 is the third control register. To calculate the A24 address for this control byte, add ( $2 \times 3=$ ) 6 to the base offset for the module. For example, if the module address is 6 , the A24 address for control register \#3 is:

$$
\begin{aligned}
& \text { <Option-01T Base Address> }+(400 \text { (hex }) * \text { <Module } \\
& \text { Address> })+1+6= \\
& 204000+(400 * 6)+1+6= \\
& 205807
\end{aligned}
$$

Thus the A24 address for the control register in this example is 205807.

Bit numbers used for control are numbered from 0, for the least significant bit (LSB), to 7 for the most significant bit (MSB). The table entry for channel 102 shows that the control bit for this channel is bit number 1. Therefore, if bit \#1 of control register \#3 is set, then channel 102 will be closed. If this bit is clear, then channel 102 will be open.

The full table for the 1260-40A in Appendix C shows that the remaining bits of control register \#3 are:

Bit $0=$ Channel 002
Bit 1 = Channel 102
Bit 2 = Channel 202
Bit 3 = Channel 302
Care must be taken when updating control register information. It is recommended that the application program maintain a RAM memory image of the relay control data. Then, when a single channel must be updated, the RAM image is ANDed (to clear a control bit) or Ored (to set a control bit) and output to the control register.
The corresponding AND and OR masks for the four sample channels is shown Table 2-5:

Table 2-5, Control Data for Sample 1260 Module

| Bit | Channel | AND MASK | (HEX) | OR MASK | (HEX) |
| :---: | :---: | :---: | :---: | :---: | :---: |
| 0 | 002 | 11111110 | FE | 00000001 | 01 |
| 1 | 102 | 11111101 | FD | 00000010 | 02 |
| 2 | 202 | 11111011 | FB | 00000100 | 04 |
| 3 | 302 | 11110111 | F7 | 00001000 | 08 |

For example, suppose the RAM image for control register \#3 has the following binary pattern:

00001011 (= OB hexadecimal)
This pattern indicates that channels 002, 102, and 302 are closed, and channel 202 is open. Now, if we want to open channel 102, we must:

Take the RAM image of control register 3

$$
\text { ( = } 00001011 \text { binary = 0B hex }
$$

AND it with the AND mask for channel 102

$$
\text { ( = } 11111101 \text { binary = FD hex) }
$$

Store the result back into control register 3

$$
\text { ( = } 00001001 \text { binary = } 09 \text { hex) }
$$

Store the result into the RAM image for control register for next time

Similarly, if we wish to close channel 202, we must:
Take the RAM image of control register 3

$$
\text { ( = } 00001001 \text { binary = } 09 \text { hex) }
$$

OR it with the OR mask for channel 202

$$
\text { ( = } 00000100 \text { binary = } 04 \text { hex) }
$$

Store the result back into control register 3

$$
\text { ( = } 00001101 \text { binary = 0D hex) }
$$

Store the result into the RAM image for control register 3 for next time

In the 'C' language, the following logical operations perform an AND to open channel 102:
ram_image \&= 0xFD;
and the following operation performs an OR to close channel 202:
ram_image |= 0x04;

The process of writing data to the control register will be shown in the VXIplug\&play software section of this chapter.

The following page has an excerpt for the control data from Appendix C. This data is for the 1260-54 module. This table will be used to describe the next method of controlling a 1260 series switch module, where a single channel is operated by multiple control bits.

Table 2-6, Partial Data for the 1260-54

| Channel | Connect From | Connect To | Control Register | AND mask | OR mask |
| :---: | :---: | :---: | :---: | :---: | :---: |
| 00 | COM 0 | 00 | 0 | 0xC0 | 0x31 |
| 01 | COM 0 | 01 | 0 | 0xC0 | 0x22 |
| 02 | COM 0 | 02 | 0 | 0xC0 | 0x14 |
| 03 | COM 0 | 03 | 0 | 0xC0 | 0x08 |
| 04 | COM 0 | disconnected | 0 | $0 \times C 0$ | 0x00 |
| 10 | COM 1 | 00 | $\begin{aligned} & 0 \\ & 1 \end{aligned}$ | $\begin{aligned} & 0 \times 3 F \\ & 0 \times F 0 \end{aligned}$ | $\begin{aligned} & 0 \times 40 \\ & 0 \times 0 C \end{aligned}$ |
| 11 | COM 1 | 01 | $\begin{aligned} & 0 \\ & 1 \end{aligned}$ | $\begin{aligned} & \hline 0 \times 3 F \\ & 0 \times F 0 \end{aligned}$ | $\begin{aligned} & \hline 0 \times 80 \\ & 0 \times 08 \\ & \hline \end{aligned}$ |
| 12 | COM 1 | 02 | $\begin{aligned} & \hline 0 \\ & 1 \end{aligned}$ | $\begin{aligned} & \hline 0 \times 3 F \\ & 0 \times F 0 \end{aligned}$ | $\begin{aligned} & \hline 0 \times 00 \\ & 0 \times 05 \\ & \hline \end{aligned}$ |
| 13 | COM 1 | 03 | $\begin{aligned} & 0 \\ & 1 \\ & \hline \end{aligned}$ | $\begin{aligned} & \hline 0 \times 3 F \\ & 0 \times F 0 \\ & \hline \end{aligned}$ | $\begin{aligned} & \hline 0 \times 00 \\ & 0 \times 02 \\ & \hline \end{aligned}$ |
| 14 | COM 1 | disconnected | $\begin{aligned} & 0 \\ & 1 \end{aligned}$ | $\begin{aligned} & \hline 0 \times 3 F \\ & 0 \times F 0 \end{aligned}$ | $\begin{aligned} & \hline 0 \times 00 \\ & 0 \times 00 \\ & \hline \end{aligned}$ |
| 20 | COM 2 | 00 | $\begin{aligned} & 1 \\ & 2 \\ & \hline \end{aligned}$ | $\begin{aligned} & \hline \text { 0x0F } \\ & 0 \times F C \end{aligned}$ | $\begin{aligned} & \hline 0 \times 10 \\ & 0 \times 03 \end{aligned}$ |
| 21 | COM 2 | 01 | $\begin{aligned} & 1 \\ & 2 \end{aligned}$ | $\begin{aligned} & \hline 0 \times 0 \mathrm{~F} \\ & 0 \times F \mathrm{C} \end{aligned}$ | $\begin{aligned} & \hline 0 \times 20 \\ & 0 \times 02 \end{aligned}$ |
| 22 | COM 2 | 02 | $\begin{aligned} & 1 \\ & 2 \\ & \hline \end{aligned}$ | $\begin{aligned} & \hline 0 \times 0 \mathrm{~F} \\ & 0 \times F \mathrm{C} \end{aligned}$ | $\begin{aligned} & \hline 0 \times 40 \\ & 0 \times 01 \\ & \hline \end{aligned}$ |
| 23 | COM 2 | 03 | $\begin{aligned} & \hline 1 \\ & 2 \\ & \hline \end{aligned}$ | $\begin{aligned} & \hline 0 \times 0 \mathrm{~F} \\ & 0 \times F C \end{aligned}$ | $\begin{aligned} & \hline 0 \times 80 \\ & 0 \times 00 \\ & \hline \end{aligned}$ |
| 24 | COM 2 | disconnected | $\begin{aligned} & 1 \\ & 2 \\ & \hline \end{aligned}$ | $\begin{aligned} & 0 \times 0 F \\ & 0 \times F C \end{aligned}$ | $\begin{aligned} & 0 \times 00 \\ & 0 \times 00 \\ & \hline \end{aligned}$ |

This table contains either one or two entries, depending on the channel which is being selected. In each case, however, multiple control bits are used to select a channel. That is because, due to the hardware architecture of the module, multiple relay drivers must be energized to effect a single path between the input connector pin and the output connector pin of the module.

The method of controlling this type of card is very similar to the previous type of card. The difference is that multiple control registers may have to be written to. For example, suppose we wish to close channel 201. This connects the COM 2 output to the 01 input of the module. The table shows that control registers 1 and 2 are used to operate this path. Furthermore, it indicates that the AND masks for this channel are OF hex (control register 1) and FC hex (control register 2). Also, it indicates that the OR masks for this channel are 20 hex (control register 1) and 02 hex (control register 2). Thus to close channel 201, we must:

Take the RAM image of control register 1
AND it with the AND mask for channel 201 (= 0F hex)
OR it with the OR mask for channel 201 (= 20 hex)
Store it back in the RAM image of control register 1

Take the RAM image of control register 2
AND it with the AND mask for channel 201 (= FC hex)
OR it with the OR mask for channel 201 (= 02 hex)
Store it back in the RAM image of control register 2

Write control register 1 RAM image to control register 1
Write control register 2 RAM image to control register 2
The previous RAM image operations can be written in ' $C$ ' as:

```
control_reg_1_image &= 0x0F;
control_reg_1_iamge |= 0x20;
control_reg_2_image &= 0xFC;
control_reg_2_image |= 0x02;
```

After the relays have settled, channel 201 is now closed.
The following section describes how to use the VISA library to control the instrument.

## VISA and the VXIplug\&play Software

VISA is a library of function calls which may be made from an application program. VISA provides the programmer with a common application programmer interface (API) which may be used across multiple platforms, including MXI/VXI, GPIB/VXI, embedded PCs, and so on.

The VISA library includes functions for writing commands to, and reading replies from the instrument. It also includes functions for poking data to, and peeking data from, registers in the instruments.

The main VISA functions of interest for the following discussion are:

| viOpenDefaultRM | - this function initializes the software and <br> provides a means of accessing the VXI <br> interface |
| :--- | :--- |
| viOpen | - this function associates a particular <br> instrument with a "handle". "handle" is <br> used in the calls to other functions in <br> the VISA library: |
| viWrite | - this function writes a string of ASCII <br> (or binary) characters to the <br> instrument. This is used when <br> accessing the Option-01T in <br> message-based mode. |
| viRead | - this function reads a string of ASCII <br> characters from the instrument. This <br> is used when accessing the Option- |
| 01T in message- mode. |  |

The following code example shows how to communicate with the instrument in both message-based and register-based modes:

## Example 2-1, Communication with Message- Based and Register-Based Modes

```
/*
    * example 'C' code segment, showing how to use the Option-01T in
    * both message-based and register-based modes
    */
#include <visa.h> /* this file defines VISA functions and data types */
/*
    * the following descriptor is used in the viOpen routine
    * the descriptor tells the viOpen routine that this is a VXI interface
    * and that the logical address is 34
    */
#define OPTION_02_DESCRIPTOR "VXI::34"
void main(void)
{
    ViSession hdl_opt02; /* this is the "handle" to the VXI instrument */
    ViSession hdl_resman; /* this is the "handle" to the resource manager */
    ViStatus err_code; /* error returned from VISA functions */
    ViUInt32 wrt_cnt; /* count of characters written */
    ViUInt32 read_cnt; /* count of characters read */
    ViUInt32 len; /* length of command string */
    char buffer[80]; /* write/read buffer */
    int control_reg_3; /* control register 3 image */
    /* first we must open the resource manager */
    err_code = viOpenDefaultRM(&hdl_resman); <TBD> LOOK AT REAL FUNCTION!!!
    /* if err_code < 0, we have a fatal error */
    if (err_code < 0)
        return;
    /* open the instrument, associate the Option-01T with a "handle" */
    /* the first VI_FALSE means "don't perform an identification check" */
    /* the second VI_FALSE means "don't reset the instrument" */
    err_code = viOpen(hdl_resman, VI_FALSE, VI_FALSE, &hdl_opt02);
    if (err_code < 0)
        return;
    /*
        * message-based example: Write the query "*IDN?" and read the reply
        */
    stcpy(buffer, "*IDN?");
    len = strlen(buffer);
    /* write the query to the Option-01T */
    err_code = viWrite(hdl_opt02, (ViBuf) buffer, len, &wrt_cnt);
    if (err_code < 0)
        {
        printf("viWrite() failed, error code %X\n", err_code);
        viClose(hdl_opt02);
        return;
        }
```

```
Example 2-1, Continued
    /* set maximum read length and read the reply from the Option-01T */
    len = 80;
    err_code = viRead(hdl_opt02, (ViBuf)buffer, len, &read_cnt);
    if (err_code < 0)
        {
        printf("viRead() failed, error code %X\n", err_code);
        viClose(hdl_opt02);
        return;
        }
    /*
    * used for example below
    */
    control_reg_3 = 0;
    /*
    * register-based example: Close channel 202 on the 1260-40A at
    * module address 6. The viOut8() command is passed an offset. The offset
    * is relative to the A24 BASE ADDRESS of the Option-01T. VISA already
    * accounts for this A24 base address in the VISA call viOut8().
    */
    /* to close channel 102, we must:
            * Take the RAM image of control register 3
            * OR it with the OR mask for control register 3 (= 02)
    * Store it back into the RAM image of control register 3
    * Write the RAM image to control register 3
    */
    control_reg_3 |= 02;
    /*
    * the offset for control reg 0 is 1
    * the offset for control reg 1 is 3
    * the offset for control reg 2 is 5
    * the offset for control reg 3 is 7
    */
    offset = 7;
    viOut8(hdl_opt02, VI_A24_SPACE, offset, control_reg_3);
    /*
    * we are done
    */
    viClose(hdl_opt02);
}
```


## Working with Both Register-Based and Message-Based Modes

The Option-01T is shipped with two different VXIplug\&play drivers. One controls the Option-01T and relay modules via messagebased communication. The other controls the relay modules via register-based operations.
The register-based drivers are recommended for those users who choose to operate the relay modules at the greater speed. These drivers include parameter checking and relay settling compensation. The programmer may with to tailor these drivers to achieve even greater speed.

The message-based drivers are recommended for those users who with to use the following features:
-Scan Lists
-Synchronous mode for the 1260-14 and 1260-14 Digital Modules

If both methods of operation are desired, the user must choose between:
A) Operating some modules using message-based, and others using register-based
B) Operating some cards using both register-based and message-based operation

If choice " $A$ " is selected, there is no need to coordinate the operations between the register-based and message-based drivers. Each will maintain the present state of the relays that it controls.

However, if a particular module must be operated in both messagebased modes and register-based modes at different times, then the driver functions below should be invoked when switching between the two modes of operation:

| ri1260a_rb_to_mb( ) | This function prepares for <br> the module(s) specified for <br> use with the message-based <br> modes. The relay states <br> maintained by the register- <br> based driver are downloaded <br> to the message-based driver |
| :--- | :--- |
| ri1260a_mb_to_rb( ) | This function prepares the <br> specified module(s) for use <br> with the register-based <br> drivers. The state of the <br> relays according to the <br> message-based drivers are <br> downloaded to the register- <br> based drivers |

Setting the Interrupt Level

The interrupt level is set using the VXI-defined "Assign Interrupter" command. This command is typically sent by the Resource Manager program which must be executed after the VXIbus Chassis is powered on.

The Assign Interrupter command may be used to set the interrupt level to any level between 0 and 7 . Level 1 is the lowest priority interrupt, and level 7 is the highest priority. Level 0 disables the Option-01T from generating interrupts.

The Assign Interrupter command is a 16 -bit VXI command. The command is accepted only while the Option-01T is in the "Configuration substate". The Option-01T powers up in the "Configuration substate" and remains in this state until a "Begin Normal Operation" command is sent by the slot 0 controller.

Once the Option-01T receives the "Begin Normal Operation" command, it enters the "normal operation" substate. It stays in the "normal operation" substate until a VXI "Abort Normal Operation" command or an "End Normal Operation" command is received. While in the "normal operation" substate, the Option-01T can receive ASCII commands.

This explains why many resource manager programs detect an error when run multiple times. The first execution of the resource manager program assigns the interrupt level, and then sends the Begin Normal Operation command. The second time the resource manager program is executed, it attempts to send the "Assign Interrupter" command, which the Option-01T may not accept due to VXIbus rules.

Therefore, if the interrupt level is to be re-assigned after the Resource Manager program has executed, perform the following steps:
A) Send the "Abort Normal Operation" command to place the Option-01T in the "configuration substate"
B) Send the "Assign Interrupter" command to assign an interrupt level that the Option-01T will assert
C) Send the "Begin Normal Operation" command to place the Option-01T back into the "normal operation substate". This allows the Option-01T to accept ASCII commands such as "CLOSE".

Consult your slot 0 documentation to determine how these VXI commands are sent to instruments within the VXIbus chassis.
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## Chapter 3

## COMMAND REFERENCE

## General

This section contains a detailed description of each command that is either specific to the Option-01T or common to multiple switch modules. The commands are presented in Table 3-1.

The commands accepted by the 1260A Option-01T are shown using the SCPI syntax notation. The command syntax in Table 3-1 is displayed using the following conventions:

| Square Brackets ([ ] ) | Enclose optional keywords or <br> parameters |
| :--- | :--- |
| Braces ( \{ \} ) | Enclose possible parameters within <br> a command |
| Triangle Brackets ( < > )Substitute a value for the enclosed <br> parameter |  |
| Vertical Bar ( \| ) | Separate multiple parameter choices |
| Bold Typeface Letters | Designate default values, after reset <br> or at power-up |
| (Command Only) | This indicates the command cannot <br> be used in query form. That is the <br> command "STATUS: PRESET" can <br> only be a command, the query form <br> "STATUS: PRESET?" is not allowed. |
| (Query Only) | This indicates the command can <br> only be used as a query. The <br> command form, without the question <br> mark, is not allowed. For example, <br> the query "STATUS:CONDITION: <br> EVENT?" is allowed, but the |
| command "STATUS:CONDITION: |  |
| EVENT" is not allowed. |  |

To illustrate the SCPI notation, a part of the ROUTE command subsystem is shown below:

$$
\begin{aligned}
& \text { [:ROUTe] } \\
& \quad: \text { CLOSe <channel list> } \\
& \quad \text { :OPEN <channel list> }
\end{aligned}
$$

:ALL (Command Only)
This example shows the following:
The "ROUTE" command keyword is optional, since it is enclosed in square braces

The "ROUTE" command keyword may be specified as "ROUTE" (long form) or as "ROUT" (short form), since the last character is displayed in lower-case

The "CLOSE" keyword must be followed by a <channel list>. A <channel list> represents any of a number of possible channels in a variety of formats. The format for the <channel list> and other command parameters are described in chapter 2 of this manual.

Since the "ROUTE" keyword is optional, and the "CLOSE" keyword is shown indented from the "ROUTE" keyword, valid commands consist of:

ROUTE:CLOSE
CLOSE
(using only the command "long forms", as described in chapter 2)

The command "ROUTE:OPEN:ALL" is a command only. Therefore, the command "ROUTE:OPEN:ALL?" is not allowed. Since they are NOT shown as command-only, the commands "ROUTE: CLOSE?" and "ROUTE : OPEN?" are valid commands.

Table 3-1 contains a synopsis of the commands implemented by the Option-01T. The maximum and minimum values and resolution are shown for numeric parameters. The commands marked with an asterisk (*) are NOT defined in the SCPI language. These commands follow the SCPI syntax rules for implementing the operation of the command.

Table 3-1, Commands Implemented by the Option-01T

| Command | Max | Min | Default | See page | Notes |
| :---: | :---: | :---: | :---: | :---: | :---: |
| ROUTE Subsystem: |  |  |  |  |  |
| [:ROUTe] |  |  |  |  |  |
| : CLOSe <channel list> |  |  |  |  |  |
| :OPEN <channel list> :ALL Command Only) |  |  |  |  |  |
| :SCAN <scan list> |  |  |  |  |  |
| :PATH |  |  |  |  |  |
| :CATalog? (Query Only) |  |  |  |  |  |
| :DEFine <path name> , <channel list> |  |  |  |  |  |
| :DEFine? <path name> |  |  |  |  | no chan list for query |
| :DELete |  |  |  |  |  |
| [:NAMe] <path name> |  |  |  |  |  |
| :ALL (Command Only) |  |  |  |  |  |
| :SAVe* (Command Only) |  |  |  |  |  |
| :RECall* (Command Only) |  |  |  |  |  |
| :MODule |  |  |  |  |  |
| :CATalog? (Query Only) |  |  |  |  |  |
| :LIST?* [ <module list> ] (Query Only) |  |  |  |  |  |
| :DEFine <module name> , <module number> |  |  |  |  |  |
| :DEFine? <module name> |  |  |  |  | no module number for |
| :DELete |  |  |  |  | quer |
| [:NAMe] <module name> (Command Only) |  |  |  |  |  |
| [:SAVe]* (Command Only) |  |  |  |  |  |
| [:RECall]* (Command Only) |  |  |  |  |  |
| :CONFigure <module list> , \{ BBM \| MBB | IMMediate \} :CONFigure? <module list> |  |  | BBM |  | no relay mode for query |

Table 3-1, Continued
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| Command | Max | Min | Default | See page | Notes |
| :---: | :---: | :---: | :---: | :---: | :---: |
| TRIGGER (and Related Commands) Subsystem: |  |  |  |  |  |
| :TRIGger |  |  |  |  |  |
| [:SEQuence] |  |  |  |  |  |
| :COUNt <trigger count> |  | 1 | 1 |  |  |
|  | $2^{31}-1$ |  |  |  |  |
| :DELay <trigger delay> | $\begin{gathered} (\sim 2 \\ \text { billion) } \\ 10.0 \end{gathered}$ | 0.0 | 0.0 |  | $\begin{gathered} \text { resolution }=0.000001=1 \\ \text { microsecond } \end{gathered}$ |
| :SOURce \{ BUS \| HOLD | IMMediate | TTLTrg<N> \} :IMMediate |  |  | IMMediate |  |  |
| :OUTPut |  |  |  |  |  |
| :DELay <output trigger delay time> | 10.0 | 0.0 | 0.0 |  | $\begin{gathered} \text { resolution }=0.000001=1 \\ \text { microsecond } \end{gathered}$ |
| [:STATe] $\{$ ON \| OFF | 1 | 0 \} |  |  |  |  |  |
| :INITiate |  |  |  |  |  |
| :IMMediate |  |  |  |  |  |
| :CONTinuous |  |  |  |  |  |
| :ABORt |  |  |  |  |  |

Table 3-1, Continued

| Command | Max | Min | Default | See page | Notes |
| :---: | :---: | :---: | :---: | :---: | :---: |
| DIGITAL Subsystem: <br> :DIGital* <br> :STATe <port list> , \{ ON \| OFF | 1 | 0 \} <br> :CONFigure <port> <br> :OUTPut <br> [:DATA] <port list> , <data list> <br> :INPut? <port list> <br> :SYNChronous <br> :DATA <port> , <data list> <br> :DATA? <port> <br> :INDex <port list> , <index> <br> :INDex? <port list> <br> :POINts <port> , <number of points> <br> :POINts? <port> <br> :CLEar <port list> (Command Only) <br> :CLOCk <br> [:POLarity] <module list> , \{ NORMal \| INVerted \} <br> :BUSY <br> [:POLarity] <module list> , \{ NORMal \| INVerted \} | $255$ $255$ $256$ | 0 0 0 0 | n/a <br> n/a <br> 0 |  | maximum / minimum for each data byte <br> maximum / minimum for each data byte |

Table 3-1, Continued

| Command |  | Max | Min | Default | See page | Notes |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| IEEE-488.2 Common Commands: |  |  |  |  |  |  |
| *IDN? | (Query Only) |  |  |  |  |  |
| *RST | (Command Only) |  |  |  |  |  |
| *TST? | (Query Only) |  |  |  |  |  |
| *CLS | (Command Only) |  |  |  |  |  |
| *ESE <register value> |  | 255 | 0 | 0 |  |  |
| *ESE? |  |  |  |  |  |  |
| *ESR? | (Query Only) |  |  |  |  |  |
| *SRE <register value> |  | 255 | 0 | 0 |  |  |
| *SRE? |  |  |  |  |  |  |
| *STB? | (Query Only) |  |  |  |  |  |
| *OPC |  |  |  |  |  |  |
| *OPC? |  |  |  |  |  |  |
| *TRG | (Command Only) |  |  |  |  |  |
| *SAV [<state>] | (Command Only) | 0 | 100 | 100 |  |  |
| *RCL [<state>] | (Command Only) | 0 | 100 | 100 |  |  |
| *OPT? | (Query Only) |  |  |  |  |  |

## Chapter 4

## FUNCTIONAL DESCRIPTION

## Introduction

The 1260-Series switch system allows power, low-level, and RF signals to be switched in a single system. Switching is performed by 1260 -Series switch modules. Up to twelve of these modules may be installed into a VXI chassis.

A single 1260A Option-01T controls all 1260-Series switch modules in the VXI chassis. These modules are installed in a contiguous group. The Option-01T is installed inside the switch module that occupies the left-most chassis slot in the group. When the slot 0 controller sends a command to the Option-01T, the Option-01T responds by communicating with the appropriate switch modules to open or close relays, or to verify status of the relays.

Figure 4-1 shows the data paths for a 1260-Series system. Upon system startup, the Option-01T runs its own self test to verify that it is functioning properly. It then determines which 1260 -Series switch modules are installed. It reads a one-byte identification code, known as the ID byte, from each switch module address. An ID byte that is any number other than zero uniquely identifies the model number of the switch module. In this case, the Option-01T references a look-up table in its PROM to obtain the operating parameters for the switch module. These parameters include descriptions such as the model number, relay architecture (switch, tree switch, multiplexer, etc.), quantity of relays, and relay settling time.

For newer switch modules, the ID byte is zero, indicating that the module parameters are stored on the module itself. The Option01 T reads the parameters from the module instead of accessing its own look-up table. By storing the parameters on each switch card rather than in the Option-01T PROM, the Option-01T can work with newly-developed switch modules without a firmware upgrade.

Commands from the slot 0 controller are sent via VXIbus to the Option-01T. The Option-01T decodes the command, and determines which switch modules are affected. It then writes the appropriate data to the switch modules. If the Confidence Mode is enabled, the Option-01T will read back the relay status from the switch modules and verify that the appropriate relays have been opened or closed.

(1) SLOT 0 CONTROLLER SENDS COMMANDS TO, AND RECEIVES STATUS FROM, THE OPTION 01T.
(2) THE OPTION 01T SENDS COMMANDS TO, AND RECEIVES STATUS FROM, THE 1260 SERIES SWITCH MODULES.

Figure 4-1, 1260 Series Data Paths

## Features

The main purpose of the Option-01T is to implement complex relay control functions, relieving the slot 0 controller of these tasks. Figure 4-1 is a block diagram of the Option-01T operating in a VXI chassis. The arrows show the communication paths between the Option-01T and slot 0 controller, and between the Option-01T and switch modules. The Option-01T receives commands from the slot 0 controller, interprets these commands, and then transfers the appropriate data to and from the switch modules.

Figure 4-2 shows the following features of the Option-01T:

- Program PROM
- Non-volatile memory for storing switch setups
- M68HC000 CPU

See Appendix A for mechanical dimensions and the VXIbus power supply current requirements.
\{The diagram will also reference the specifications (Appendix A) for
dimensions and VXIbus power supply current requirements.\}
The Option-01T offers the following additional features:

- IEEE-488.2 command set.
- Logical address auto-configuration. In this mode, the slot 0 controller assigns a unique logical address to the Option-01T automatically. You may also set the logical address manually if desired.
- Fast switching speed. The Option-01T allows register-based commands, with switching response times less than 9 us. The switching rate is limited by the slot 0 controller speed, and the settling time of the relays. The inherent speed of the Option01T would allow for a maximum switching rate of 100 kHz exclusive of relay and slot 0 delays.
- The Option-01T will not need hardware or firmware updates to work with future switch modules. Support for future modules will require only new VXIPlug\&Play software drivers, provided free of charge.


Figure 4-2, Option-01T Features

## Theory of <br> Operation

## Functional

 BlocksThe Option-01T consists of the following functional blocks:

- Reset Generator/Voltage Monitor
- VXI Application-Specific Integrated Circuit (ASIC)
- Microprocessor
- Address Decoder
- Static RAM
- Programmable Read-Only Memory (PROM)
- Non-Volatile RAM
- Interval Timer
- External Trigger Logic
- Discrete Input Register
- Discrete Output Register
- Logical Address DIP Switches
- Local Bus Controller/Interrupt Priority Encoder
- Test Port

These blocks function as follows.

## Reset/Voltage <br> Monitor

The Reset/Voltage Monitor is shown on sheet 6 of the schematic. It generates the power-up reset signal that resets the CPU board and all switching modules to a known state. It also provides a discrete that the CPU can read to determine whether the 24 V power supply is above the minimum voltage.

Diode D1 is biased by resistor Z3A to provide a 1.2 V reference. This reference voltage is used by comparators U9A, B, C, and D. Resistors R6, R7, and R8 divide the +5 V supply voltage by 3.78 . This voltage is applied to the non-inverting input of comparator U9A. As long as the +5 V supply voltage is at least 3.78 times as high as the 1.2 V reference, the output of the comparator is at logic 1 , pulled up by resistor Z3D. However, if the +5 V supply voltage drops to $4.53 \mathrm{~V}(3.78 \times 1.2 \mathrm{~V})$, then the comparator output will transition to logic 0 .

The output of comparator U9A is inverted by U9C, and applied to the gate of transistor Q3. At power turn-on, when the +5 V supply has reached the threshold for comparator U9A, Q3 is turned off, allowing capacitor C 2 to begin charging. When the capacitor voltage reaches 1.2 V , the output of comparator U9D transitions to logic 1. The output of U9D is used as the HALT- signal for the CPU chip (U3).

The HALT- signal, output by U9D is buffered by U10C to provide the HRDRST- signal, which resets the VXI ASIC. Comparator U10A inverts the HALT- signal to create HRDRST (a non-inverted version of HRDRST-).

On sheet 3 of the schematic, NOR gates U39A, B, and D generate RESET-, which is the main reset signal used throughout the Option-01T. RESET- will go to logic 0 (active) when HRDST goes to logic 1, i.e. during power-on reset. Normally, it will also go active when SFTRST- from the VXI ASIC goes to logic 0 (active), which occurs when the ASIC receives a Soft Reset command via the VXIbus. This soft reset feature is inhibited, however, when the FACTTEST- (factory test) signal at U39B is active (logic 0). The factory test mode provides a way to reset the VXI ASIC without resetting the entire Option-01T and the switching cards, which is useful during software development.

Comparator U2A monitors the +24 V relay supply voltage. The 1.2 V reference voltage from D1 is applied to the inverting input of U2A. A voltage divider, consisting of resistors R10, R26, and R27, scales the 24 V supply by dividing it by 16.8 , and applies it to the other input of comparator U10D. If the supply voltage drops below 20.2 V , the non-inverting input of U2A will drop below that of the inverting input, which has the 1.2 V reference applied. The comparator output will transition to logic 0 . The status of this output may be read by the CPU via the Discrete Input Register, described later.

## VXI ApplicationSpecific Integrated Circuit (VXI ASIC)

Clock Selection Logic

The VXI ASIC, P/N 231502, is a single-chip VXI bus interface. It implements both message- and register-based operating modes. A detailed description of its features and usage is found in the VXIbus Interface ASIC User's Manual, publication \#980759.

Sheet 11 of the schematic shows the clock selection logic. VSYSCLK, the 16 MHz clock from the VXI bus, is buffered by U19D on sheet 9, creating BVSYSCLK. Flip-flop U23A divides the frequency of BVSYSCLK by 2 to create an 8 MHz signal. Flip-flop U23B further divides the 8 MHz clock by 2 to generate a 4 MHz clock.

The 4 MHz clock (TIMER_CLK) is connected to the clock input of
the timer, U27, discussed later.
Oscillator Y1 generates a 20 MHz clock. Note that Y 1 is present only on the 20 MHz version of the Option-01T (P/N 405108-002).

CPU_CLK is used to clock the microprocessor and the VXI ASIC. It may be set to $8 \mathrm{MHz}, 16 \mathrm{MHz}$, or 20 MHz . For the 8 MHz configuration, R15 and R16 are not installed, and a push-on jumper, JP4, is installed. JP4 can be installed only after two stake pins have been soldered in place at JP4-1 and JP4-2. This configuration facilitates software development when using a slow microprocessor emulator that can operate only below 12 MHz .

For the 16 MHz configuration, R15 is installed, but R16 and JP4 are not.

During software development, it may be desirable to quickly change the CPU_CLK frequency. In this case, stake pins are installed at JP2, JP3, and JP4; and R15 and R16 are not installed. Then the clock frequency can be changed by simply placing a push-on jumper at JP2, JP3, or JP4 as follows:

Table 4-1, Changing the Clock Frequency

| Clock Frequency (MHz) | JP2 | JP3 | JP4 |
| :---: | :---: | :---: | :---: |
| 8 | OFF | OFF | ON |
| 16 | ON | OFF | OFF |

## Microprocessor

The microprocessor is a Motorola M68HC000 16-bit processor (32 bits internal), shown as U3 on sheet 4 of the schematic. This is a high-speed CMOS version of the original Motorola M68000. Its clock is provided by the clock selection logic on sheet 11. Peripheral devices are interfaced to the CPU via the local data bus, LD00 through LD15, and the local address bus, LA1 through LA23.

All interfacing uses the standard 68000-style data transfer handshake, with the following CPU signals:

- Address Strobe (AS)
- Read/Write (R/W)
- Upper Data Strobe (UDS)
- Lower Data Strobe (LDS)
- Data Transfer Acknowledge (DTACK)

The microprocessor interfaces with the following peripheral devices on the Option-01T:

- Programmable Read-Only Memory (PROM)
- VXI local bus (implemented as shared memory)
- Static Random Access Memory (SRAM)
- Non-Volatile RAM
- Interval Timer
- External Trigger Logic
- Discrete Input Register
- Discrete Output Register

The data handshake mechanism is thoroughly documented in the M68000 Family Reference, by Motorola, Inc.

## Address Decoder

The address decoder is implemented in a programmable logic device (PLD). The PLD is shown as U22 on sheet 10 of the schematic. It generates chip select signals for the peripheral devices on the Option-01T. All chip select signals are active low, and are qualified by Address Strobe (ASI) from the microprocessor. The chip select signal names, and the devices they enable, are as follows:

Table 4-2, Chip Select Signal Names

| Signal Name | Device |
| :---: | :---: |
| PROMCS- | PROM |
| RAMCS- | Static RAM |
| SMCS- | Shared Memory (switch modules on VXI Local Bus) |
| TIMERCS- | Interval Timer |
| LCS- | VXI ASIC internal registers |
| BITCSRD- | Built-In Test (discrete inputs) |
| BITCSWR- | Built-In Test (discrete outputs) |
| TRGCSWR- | TTL Trigger Logic |
| NVCS- | Non-Volatile RAM |

U22 generates two signals, TIMERRD- and TIMERWR-, which are used to handshake data with the interval timer, described later.

U22 creates three signals for use in handshaking with the SRAM:

- MEMLWE- (memory low write enable): This signal goes to a logic 0 during writes to the low byte (LD0 through LD7) of the SRAM, enabling data to be written to U8.
- MEMHWE- (memory high write enable): This signal goes to a logic 0 during writes to the high byte (LD8 through LD15) of the SRAM, enabling data to be written to U7.
- MEMOE- (memory output enable): This signal goes to a logic 0 during reads from either byte of the SRAM, enabling the outputs of U7 and U8.


## Static RAM

PROM

The Static RAM is implemented by U 7 and U8. Each is an HM62256. Combined, they provide a capacity of $32 \mathrm{~K} \times 16$ bits.

The programmable read-only memory (PROM), which contains the Option-01T operating system firmware, is comprised of U6, a 27C1024, shown on sheet 5 of the schematic. It provides a memory capacity of $64 \mathrm{~K} \times 16$ bits, and may be expanded to either $128 \mathrm{~K} \times 16$ or $256 \mathrm{~K} \times 16$.

To expand the PROM to $128 \mathrm{~K} \times 16$ :

- Remove 27C1024 from U6. Replace with 27C2048.
- Do not install R5.

To expand the PROM to $256 \mathrm{~K} \times 16$ :

- Remove 27C1024 from U6. Replace with 27C4096.
- Install R5, P/N 050101-000.
- Do not install R2.


## Non-Volatile RAM

The Non-Volatile RAM is comprised of U4 and U5, each of which is a 27C256, shown on sheet 5 of the schematic. Together, they provide a capacity of $32 \mathrm{~K} \times 16$ bits. The schematic is drawn showing the complete pin-out of a 27C513, since this is the highestcapacity device that may be installed.

NOTE:
To use the increased non-volatile memory, the firmware must be revised so that it recognizes the higher capacity.

## Interval Timer

## External Trigger Logic

The interval timer is implemented by U27, which is an 82C54, and by U31A, a D flip-flop. U27 provides three independent 16 -bit timers. U27 uses the 4 MHz clock from the clock selection logic (sheet 11) as its input clock. The input clock frequency is 4 MHz , regardless of the CPU clock frequency selected.

Timer 0 in the 82C54 has its output connected to the clock input of flip-flop U31A. This allows the 82C54 to be set up as a real-time interrupt generator. The microprocessor loads Timer 0 with an initial count, and Timer 0 immediately begins to count down. When the Timer 0 count reaches zero, the output OUTO exhibits a negative-going pulse, setting flip-flop U31A. This asserts the timer interrupt signal, TMRIRQ-. To clear the interrupt, the microprocessor writes a zero to the TMRCLR- bit of the discrete output register (U29), followed by a one. Meanwhile, Timer 0 reloads the original count and begins counting down for the next real-time interrupt.

The External Trigger Logic is shown on sheet 12 of the schematic. This circuit can assert a TTL trigger pulse on one VXIbus TTL trigger line at a time. It can also monitor one VXIbus TTL trigger line at a time.

To operate the TTL trigger outputs, the microprocessor performs the following steps:
(1) Upon completion of the power-up self test, set bit 5 in the Discrete Output Register (U29) to one (high), and set bit 3 in the TTL Trigger Control Register (U28) to one.
(2) To assert a TTL Trigger pulse, select the desired trigger line by writing to the TTL Trigger Control register (U28). Set bits 0,1 , and 2 according to the desired TTL trigger line. Leave bit 3 set to one, and leave bits 4 through 7 unchanged:

Table 4-3, Discrete Output Register Bits

| TTL Trigger Line <br> to Assert | Discrete Output Register Bits |  |  |  |  |  |  |  |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  | 7 <br> MSB | 6 | 5 | 4 | 3 | 2 | 1 | 0 <br> LSB |  |  |  |  |  |
| TTLTRG0 | (leave unchanged) |  |  |  |  |  |  |  |  | 0 | 0 | 0 | 0 |
| TTLTRG1 | (leave unchanged) | 0 | 0 | 0 | 1 |  |  |  |  |  |  |  |  |
| TTLTRG2 | (leave unchanged) | 0 | 0 | 1 | 0 |  |  |  |  |  |  |  |  |
| TTLTRG3 | (leave unchanged) | 0 | 0 | 1 | 1 |  |  |  |  |  |  |  |  |
| TTLTRG4 | (leave unchanged) | 0 | 1 | 0 | 0 |  |  |  |  |  |  |  |  |
| TTLTRG5 | (leave unchanged) | 0 | 1 | 0 | 1 |  |  |  |  |  |  |  |  |
| TTLTRG6 | (leave unchanged) | 0 | 1 | 1 | 0 |  |  |  |  |  |  |  |  |
| TTLTRG7 | (leave unchanged) | 0 | 1 | 1 | 1 |  |  |  |  |  |  |  |  |

(3) Activate the pulse by writing a zero (low) to bit 5 of the Discrete Output Register (U29). Immediately set bit 5 back to one (high).

Monitor TTL Trigger inputs as follows:
(1) To monitor a TTL Trigger line, select the line by writing to the TTL Trigger Control Register (U28). Set bits 4, 5, and 6 according to the desired TTL trigger line. Set bit 7 to zero. Leave all other bits unchanged:

Table 4-4, TTL Control

| TTL Trigger Line to Monitor | TTL Control |  |  |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  | $\begin{gathered} 7 \\ \text { MSB } \end{gathered}$ | 6 | 5 | 4 | 3 | 2 | 1 | $\begin{gathered} 0 \\ \text { LSB } \end{gathered}$ |
| TTLTRG0 | 0 | 0 | 0 | 0 | (leave unchanged) |  |  |  |
| TTLTRG1 | 0 | 0 | 0 | 1 | (leave unchanged) |  |  |  |
| TTLTRG2 | 0 | 0 | 1 | 0 | (leave unchanged) |  |  |  |
| TTLTRG3 | 0 | 0 | 1 | 1 | (leave unchanged) |  |  |  |
| TTLTRG4 | 0 | 1 | 0 | 0 | (leave unchanged) |  |  |  |
| TTLTRG5 | 0 | 1 | 0 | 1 | (leave unchanged) |  |  |  |
| TTLTRG6 | 0 | 1 | 1 | 0 | (leave unchanged) |  |  |  |
| TTLTRG7 | 0 | 1 | 1 | 1 | (leave unchanged) |  |  |  |

(2) Write a one (high) to bit 6 of the Discrete Output Register (U29). When a pulse occurs on the selected line, the TRGIRQ interrupt will be asserted.
(3) To clear the TTLTRG interrupt, write a zero to bit 6 of U29, followed by a one.

## Discrete Input Register

## Discrete Output Register

## Logical Address DIP Switches

The Discrete Input Register consists of U30, which is a 74HCT244 Octal Buffer. Through this buffer, the microprocessor may read the status of the 24 V monitor and the test port.

The 24 V monitor status is available in bit 7. A one (high) indicates that the voltage is within limits.

Control signals from the test port are available in bits 0 through 6. Further details are provided in the Test Port subsection of this section.

The Discrete Output Register contains eight bits. Each bit controls the logic level of one signal. These signals, and their definitions, are:

- STATUS0 through STATUS4 (bits 0 through 4, respectively): These bits provide status information to the test port. Writing a one to a bit will assert a logic one at the corresponding Test Port signal. Further details are provided in the Test Port subsection of this section.
- TTLTRGENB- (bit 5): Setting this bit to a zero (low) enables the TTL trigger output pulse. See the External Trigger Logic subsection.
- TRGCLR- (bit 6): Clearing this bit to zero (low) and setting it back to one clears the TTL trigger interrupt latched by flip-flop U31B.
- TMRCLR- (bit 7): Clearing this bit to zero (low) and setting it back to one clears the timer interrupt latched by flip-flop U31A.

SW1, on sheet 3 of the schematic, is an eight-segment DIP switch used to set the logical address of the Option-01T. The signals LOGAD0 through LOGAD7 from the DIP switch are connected to the VXI ASIC. At power turn-on, the ASIC initializes the logical address of the Option-01T according to the DIP switch setting. LOGADO is the least-significant bit of the address, and the logic is positive, i.e. a logic high represents a one.

## Local Bus Controller/Interrupt Priority Encoder

The Local bus Controller consists of U37, a programmable logic device (PLD). It handles all data exchanges between the Option01 T and the switch modules. It also prioritizes interrupts generated locally on the Option-01T, and sends the interrupt status to the microprocessor.

The Local Bus Controller uses the same bus signals as the 1260Series Option-01, and the same serial data handshake. The bus signals are:

- CLK+, CLK-. This differential output pair provides the timing reference for the switching modules, allowing them to shift the address and data in.
- DATA+, DATA-. This differential bi-directional pair carries the serial data, consisting of a 13-bit address followed by eight bits of data.
- $A / D+, A / D$-. This differential output pair distinguishes the type of information being transmitted by the DATA+ and DATAsignals. If $A / D+$ is high and A/D- is low, then the DATA+ and DATA- signals are carrying an address. Otherwise, they are carrying data.
- $R / W+, R / W$-. This differential output pair distinguishes between read mode (data coming from a switch module) and write mode (data going out from the Option-01T). When R/W+ is high and R/W- is low, data is being read from a switch module.
- STROBE+, STROBE-. This differential output pair signals the completion of eight bits of data being written to the switch module. The composite signal (STROBE+ minus STROBE-) goes high for one clock cycle ( 125 uS ) at the completion of data being written, and then returns to the low state.
- $\angle B U S I R Q I$. This single-ended input signal from the switch modules goes to logic 0 when a switch module asserts an interrupt to the Option-01T. The 1260-14, 1260-14C, and $1260-14 \mathrm{CMOS}$ are the only modules that assert this interrupt.
- BPRSTI. A logic zero (low) on this single-ended output signal resets all switch modules to a known state. This occurs briefly during power-up.

Information transfer over the Local Bus is accomplished as follows (refer to sheet 13 of the schematic).

In Write Mode, the microprocessor writes the data to U38, an 8-bit shift register. As this data is latched into U38, the least-significant 13 bits of the address are latched into U32 and U33, which form a 16 -bit shift register (only 13 bits are actually used).

The PLD (U37) detects the write operation when UASELO and REGWR- from the VXI ASIC are both in the low state. It then
controls the shift registers for the address (U32 and U33) and data (U38) which send the address and data to the switch modules. It should be noted that the DTACK signal to the CPU will not be asserted (taken to logic zero) until the data transfer with the switch modules has been completed. The time required is 27 cycles of the 8 MHz clock, or about 3.4 us.

The 13-bit address is shifted out serially to the switching modules (most-significant bit first). Each switch module receives this address and compares the upper four bits with its own unique module address. The module whose module address matches the received address prepares itself to receive the data that will follow.

After the 13 address bits have been sent, the Local Bus Controller shifts out the eight data bits, most-significant bit first. The addressed switch module shifts this data in. At the conclusion of the data transfer, the Local Bus Controller sends a STROBE pulse, which the switching module uses to latch the data from its shift register into the appropriate data register. U37 then asserts the DTACK signal, causing the Option-01T microprocessor to end the bus cycle and proceed with other operations.

The Read Mode works in a similar manner. The PLD (U37) detects the start of a read operation when UASELO- is low and either of the following conditions is met:

- VWONBUS- = VRW = REGRD- $=0$. This condition occurs when the slot 0 controller is accessing the Option-01T via register-based operation.
- REGRD $=$ LDBEN $-=0$. This condition indicates that the Option-01T microprocessor is accessing the Local Bus Controller in response to a message-based command.

Once the Local Bus Controller has detected the start of a read operation, it shifts out the 13 -bit address to the switch modules. The addressed switch module responds by sending eight serial data bits. U37 lets these shift into the data shift register (U38). When all eight bits have been shifted in, U37 asserts the DTACK signal, causing the Option-01T microprocessor to latch the data from shift register U38 and end the bus cycle.

The PLD (U37) also functions as a priority encoder. It receives interrupt signals from peripheral devices on the Option-01T, and asserts the proper priority level to the microprocessor via the signals IPLO, IPL1, and IPL3.

The interrupt sources include:

- TTL Trigger (TRGIRQ)
- Local Bus Controller (LBUSIRQ)
- DLIRQ (from VXI ASIC)
- Interval Timer (TMRIRQ)
- LIRQ (from VXI ASIC)

Test Port
The Test Port is a 30-pin card-edge connector that promotes accessibility to test signals. The mating connector is AMP P/N 650712-1, which is a straight (not right-angle), PCB-mount type.

The following test signals are available on the test port connector:

Table 4-5, Test Signals

| PIN NUMBER | SIGNAL NAME | DIRECTION |  | DESCRIPTION |
| :---: | :---: | :---: | :---: | :---: |
|  |  | OUT (from Opt02) | $\begin{gathered} \text { IN } \\ \text { (to Opt-02) } \end{gathered}$ |  |
| 1 | (not used) |  |  |  |
| 2 | (not used) |  |  |  |
| 3 | (not used) |  |  |  |
| 4 | (not used) |  |  |  |
| 5 | (not used) |  |  |  |
| 6 | (not used) |  |  |  |
| 7 | (not used) |  |  |  |
| 8 | (not used) |  |  |  |
| 9 | (not used) |  |  |  |
| 10 | (not used) |  |  |  |
| 11 | FACTTEST- |  |  | Factory Test Mode. When held low, inhibits the soft reset from the VXI ASIC from resetting the Option-01T or switch modules. The VXI ASIC will be reset internally. |
| 12 | (not used) |  |  |  |
| 13 | STATUS0 |  |  | Status from microprocessor (see text). |
| 14 | CONTROLO |  |  | Control to microprocessor (see text). |
| 15 | STATUS1 |  |  | Status from microprocessor (see text). |


| 16 | CONTROL1 |  |  | Control to microprocessor (see text). |
| :--- | :---: | :--- | :--- | :--- |
| 17 | STATUS2 |  |  | Status from microprocessor (see text). |
| 18 | CONTROL2 |  |  | Control to microprocessor (see text). |
| 19 | STATUS3 |  |  | Status from microprocessor (see text). |
| 20 | CONTROL3 |  |  | Control to microprocessor (see text). |
| 21 | STATUS4 |  |  | Status from microprocessor (see text). |
| 22 | CONTROL4 |  |  | Control to microprocessor (see text). |
| 23 | (not used) |  |  | HALT- signal as presented to <br> microprocessor from reset circuit. |
| 24 | CONTROL5 |  | Control to microprocessor (see text). |  |
| 25 | HALT- |  |  | VXI bus system reset from backplane. |
| 26 | CONTROL6 |  |  | SYSRST- signal at E2. Can be <br> separated from VSYSRST- for control <br> from test port. See text. |
| 27 | VSYSRST- |  |  | VXI bus ground from backplane. |
| 28 | SYSRST- |  |  | +5V power from VXI bus backplane. |
| 29 | GND |  |  |  |
| 30 | VCC (+5V) |  |  |  |

The signals STATUS0 through STATUS4 are used as follows. Immediately before performing each of the self tests, the microprocessor writes a unique bit pattern to the status signals to indicate which test is about to run. In the event that a self test fails, the CPU will halt, leaving the status lines as they were at the start of the failed test. Thus, the status signals provide an indication of which self test failed, as an aid to trouble-shooting.

The bit patterns of the status signals, and their meanings, are given below:

Table 4-6, Bit Patterns

| Status Signal States |  |  |  |  | Meaning |
| :---: | :---: | :---: | :---: | :---: | :--- |
| STATUS4 | STATUS3 | STATUS2 | STATUS1 | STATUS0 |  |
| 1 | 1 | 1 | 1 | 1 | PROM test in progress |
| 0 | 0 | 0 | 0 | 1 | 0 |
| 0 | 0 | 0 | 1 | RAM test in progress |  |
| 0 | 0 | 1 | 0 | 0 | CPU test in progress |
| 0 | 1 | 0 | 0 | 0 | Non-vol RAM test in <br> progress |
| 1 | 0 | 0 | 0 | 0 | Interval timer test in <br> progress |
| 0 | 0 | 0 | 0 | 0 | Tests completed; <br> normal mode started. |

The signals CONTROLO through CONTROL6 tell the microprocessor to enter one of the special test modes, such as Loop on Failure or Loop on Test.
\{These test modes will be determined by Software Engineering as the Option-01T firmware develops further.\}

## Chapter 5 MAINTENANCE

Introduction
This section contains reference documents for use in maintaining the Option-01T:

- Indented Parts List
- Drawings
- Parts Lists

Note: In some cases, the reference documents may have been revised since the publication of this manual. If you have any questions or need further assistance, contact Customer Support.

## Indented Parts

 List
## 16MHz Option-01T

## PART NUMBER

```
407531-001 OPT 01T,HI-SPD SW CTRL 16MHZ
405108-001
4 0 4 7 8 2
4 1 5 1 0 8
4 3 5 1 0 8
231558-001
231558-002
800529
800530
231559-001
800527-001
800527-002
921477
920962 LOCTITE-242-MED STR
```

```
980806-999 MANUAL,1260A,OPT 01T W/DISKS
951141
TEST PROC,1260A,OPT 01T
```


## Drawings

The following pages contain the major subassembly drawings and schematics for the Option-01T:

| $407531-001$ | Option-01T Top-Level, 16 MHz |
| :--- | :--- |
| $405108-001$ | Option-01T PCB Assembly, 16 MHz |
| 404782 | Cable Assembly, LED Fail |
| 415108 | PCB, Option-01T |
| 435108 | Schematic, Option-01T |






2 CLIP CATHODE LEAD TO $0.20 \pm .025$
1 CLIP ANODE LEAD TO $0.25 \mathrm{INCH}+.050-0.00$
NOTES: UNLESS OTHERWISE SPECIFIED





VXI CONNECTORS




SHARED DATA BUS




SHARED ADDRESS BUS




LOCAL ADDRESS DECODE




## Parts Lists

The following pages contain the Option-01T subassembly parts lists:

407531-001 Option-01T Top-Level, 16 MHz
405108-001 Option-01T PCB Assembly, 16 MHz
404782 Cable Assembly, LED Fail


## ENGINEERING PARTS LIST



SCCS 1.8

ENGINEERING PARTS LIST


ENGINEERING PARTS LIST


ENGINEERING PARTS LIST


ENGINEERING PARTS LIST

| ITEM | BIN | PART NO. | DESCRIPTION | QTY | REFERENCE |
| :---: | :---: | :---: | :---: | :---: | :---: |
| 1 |  | 210124 | DILED-002.0V00.02A | 1 |  |
| 2 |  |  |  |  |  |
| 3 |  | 500132 | WRTEF-STR24G-TWT PR | A/R | $15^{\prime \prime}$ |
| 4 |  |  |  |  |  |
| 5 |  | $602193-003$ | CON-CAB-RCP03CP.100S | 1 |  |
| 6 |  |  |  |  |  |
| 7 |  | $602199-001$ | TRMCRP-SLP-U-F26-22G | 5 |  |
| 8 |  |  |  |  |  |
| 9 |  | $602193-002$ | CON-CAB-RCP02CP.100S | 1 |  |
| 10 |  |  |  |  |  |
| 11 |  |  |  |  |  |
| 12 |  |  |  |  |  |
| 13 |  |  |  |  |  |


|  |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: |
| DOCUMENT | SIZE | CODE NO. | DOCUMENT NO. | REV |  |
| CABLE ASSY, LED FAIL | A | 21793 | 404782 | D |  |
|  | DRN |  | SHEET 2 of 2 |  |  |
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## Appendix A

SPECIFICATIONS

## General

| 1260 Series Support | Supports all 1260-Series switch <br> modules |
| :--- | :--- |
| Annunciators | FAIL: Self-test failure indicator |
| Host Interface | VXIbus backplane |
| Control Type | Message-based. <br> Register based: VXIbus A24 <br> address space. |
| Switching Response Time | (From start of VXIbus cycle until <br> Relay coil is fully energized). <br> Register-based: 9 us <br> Message-based: 10 ms (typ) <br> Compatible drivers for all |
| VXI Plug\&Play | Comes. <br> 1260-Series switching modules. |


| Processor | CPU Type | M68HC000 |
| :--- | :--- | :--- |
|  | CPU Clock Speed | Option-02 P/N 405108-001: 16 MHz |
|  | RAM | $32 \mathrm{~K} \times 16$ |
|  | PROM | $64 \mathrm{~K} \times 16$ |
|  | Non-Volatile RAM | $32 \mathrm{~K} \times 16$ |

## Mechanical

Dimensions

Weight
133.4 mm (5.25 in) High
421.6 mm (16.6 in) Wide
388.6 mm (15.3 in) Deep
0.14 Kg (5.0 oz.)

## Power and Cooling

| Peak Current ( $\left.\mathrm{I}_{\mathrm{PM}}\right)$ | $+5 \mathrm{~V}:<2.0 \mathrm{~A}$ |
| :--- | :--- |
| Dynamic Current $\left(\mathrm{I}_{\mathrm{DM}}\right)$ | $+5 \mathrm{~V}:<0.5 \mathrm{~A}$ |
| Cooling | Airflow:0.4 liters/sec |
|  | Backpressure: $0.5 \mathrm{~mm} \mathrm{H} \mathbf{~} \mathrm{O}$ |

Environment

| Temperature | Operating: | 0 to +55 C |
| :---: | :---: | :---: |
|  | Non-operating: | -40 C to +70 C |
| Relative Humidity | 95\% RH non-condensing |  |
| Altitude | Operating: 10,000 ft. |  |
|  | Non-operating: | 15,000 ft. |
| Vibration | 0.013 in. double-amplitude, 20 Hz to 55 Hz; meets MIL-T-28800C Type III, Class 5, Style F |  |
|  |  |  |
|  |  |  |
| Bench Handling | 4 inch drop at 45 |  |

## EMC and Safety

Reliability

Conducted Emissions

Conducted Susceptibility

Radiated Emissions, Electric Field

Radiated Susceptibility, Electric Field

Electrostatic Discharge Immunity

Power and interconnecting leads, up to 15 kHz : IEC 555.2 15 KHz to 30 MHz : CISPR Pub. 11, Group 1, Class A

Power leads (spikes): IEC 801-4, $500 \mathrm{~V}, 1000 \mathrm{~V}$

14 KHz to $10 \mathrm{GHz}:$ CISPR Pub. 11, Group 1, Class A

14 KHz to 40 GHz : IEC $801-3,3 \mathrm{~V} / \mathrm{m}$, 26 to 500 MHz

IEC 801-2, 4 KV CD, 8 KV Ad

## Mean Time Between Failures

 ground-benign, $30^{\circ} \mathrm{C}$
## Appendix B

 ERROR MESSAGES
## General

The Option-01T maintains an error queue. This error queue may contain up to 15 error messages at one time. To read the error queue, send the "SYSTEM:ERROR?" query to the Option-01T and read the reply.

NOTE: The error queue works only in conduction with the message-based mode of operation. This error queue does NOT reflect errors from register-based operations.

In each case, the error reply from the Option-01T has the format:
<error code> , "<error message>"
where the error code is either 0 or a negative number in the range 0 to -999. For example, the error reply for error code 0 is:
0,"No error"
and the error reply for error code -222 is:
-222,"Data out of range"

The error codes, error messages, and additional explanations are shown in Table B-1.

Table B-1, Error Messages

| Error Code | Error Message and Possible Cause |
| :---: | :---: |
| 0 | No error |
| -100 | Command error <br> A command which was not formatted properly was received. No further information available. Other errors from -101 to -199 are more specific about the error |
| -101 | Invalid character <br> An invalid character was detected in the command. |
| -102 | Syntax error <br> A syntax error was detected in the command format. No further information available. Error codes with -102 and explanations follow |
| -102 | Syntax error ; missing left parenthesis <br> The left parenthesis "(" character was missing. Typically, a channel list was expected |
| -102 | Syntax error ; missing right parenthesis <br> The right parenthesis, which closes a channel list, was missing |
| -102 | Syntax error ; missing @ character <br> The "@" character must follow the first left parenthesis for a channel list |
| -102 | Syntax error ; missing module number or name <br> A module number or name was expected, but not found |
| -102 | Syntax error ; missing relay mode (IMM, MBB, BBM) <br> One of the three relay operation modes was expected for the "CONF" command |
| -102 | Syntax error ; error after path name <br> A syntax error was encountered following the path name in the command |
| -102 | Syntax error ; error after module number <br> A syntax error was encountered following the module number in the command |
| -102 | Syntax error ; error after module name <br> A syntax error was encountered following the module name in the command |


| -102 | Syntax error ; missing channel number <br> A channel number was expected in the command, but was missing |
| :--- | :--- |
| -102 | Syntax error ; missing serial number <br> A serial number, enclosed in quotes, was expected but not found |
| -102 | Syntax error ; channel range is improperly specified <br> A channel range was improperly specified. Typically, constructs such as (1:2:3) with two <br> range cause |
| -102 | Syntax error ; missing module number or name |
| -102 | A module number or module name was expected but not found |
| -102 | Syntax error ; missing comma <br> -102 |
| A module or path name was expected in the command, but was not found |  |


| -104 | Data type error <br> The command included the wrong data type. For example, a number was specified, but a name was expected. |
| :---: | :---: |
| -105 | GET not allowed <br> The IEEE-488.2 Group Execute Trigger, or Word Serial Trigger, command was encountered inside a program message. This means that a trigger was sent in the middle of sending a different command. This is not allowed. |
| -108 | Parameter not allowed <br> A parameter was sent with a command but the command did not expect a parameter |
| -109 | Missing parameter <br> The command expected a parameter, but no parameter was passed |
| -110 | Command header error <br> An error was encountered with the command header. The command header is that portion of the command before any space characters are encountered in the command. For example, the command "ROUTE:CLOSE? (@1(10))" consists of a command header "ROUTE:CLOSE?" and a parameter "(@1(10))" |
| -111 | Header separator error <br> A header may be separated only with the colon (:) character |
| -112 | Program mnemonic too long <br> The command header was longer than 12 characters in length |
| -113 | Undefined header <br> A command header was sent in a command. The command header is not known |
| -114 | Header suffix out of range <br> Occurs when specifying a known command with an unexpected suffix, e.g. ROUTE3 |
| -120 | Numeric data error <br> What appeared to be numeric data contained a syntax error. For example 102TEST |
| -121 | Invalid character in number <br> The number contained a character which is not allowed by the SCPI standard |
| -123 | Exponent too large <br> The exponent specified in the number is too large |


| -124 | Too many digits <br> There are too many digits in the number. For example, specifying more than 8 hexadecimal digits (\#H123456789 is invalid because it is too large) |
| :---: | :---: |
| -128 | Numeric data not allowed <br> Numeric data was found where it was not expected |
| -140 | Character data error <br> Data in a character type parameter was incorrect. Module names and path names use character type data. The data must begin with an A-Z, and may consist of A-Z, $0-9$, or the underscore. The character data must be at most 12 characters long |
| -141 | Invalid character data <br> See error - 140 |
| -144 | Character data too long <br> The character data may be from 1 to 12 characters |
| -148 | Character data not allowed <br> Character data was found in a command where it was not expected |
| -150 | String data error <br> String data (enclosed in single or double quotes) contained a format error |
| -151 | Invalid string data See error -150 |
| -158 | String data not allowed <br> String data was found where string data was not expected |
| -200 | Execution error <br> An execution error has occurred. This occurs when a command is valid but cannot be performed for some reason. For this error, many times additional information is available as shown in the following error descriptions |
| -200 | Execution error ; include list has less than 2 elements <br> An include list definition, using the "INCLUDE" command, has 0 or 1 channels |
| -200 | Execution error ; exclude list has less than 2 elements <br> An exclude list, using the "EXCLUDE" command, has 0 or 1 channels |


| -200 | Execution error ; 2 relays appear on both include and exclude lists <br> Two relay are on the same include list AND on the same exclude list. This cannot be done, since closing a relay cannot be resolved. |
| :---: | :---: |
| -200 | Execution error ; one of the relays specified is already on an include list <br> An attempt was made using the "INCLUDE" command to place a channel on an include list when that channel already is on an include list. Use "INCLUDE:DEL" to remove that channel from the include list. |
| -200 | Execution error ; one of the relays specified is already on an exclude list <br> An attempt was made using the "EXCLUDE" command to place a channel on an exclude list when that channel already is on an exclude list. Use "EXCLUDE:DEL" to remove that channel from the exclude list. |
| -200 | Execution error ; the clock has malfunctioned <br> During the execution of the self-test, the real-time clock malfunctioned |
| -200 | Execution error ; relay confidence mode failed for module $X X$, channel YY <br> $X X$ will be replaced by the module number (1 to 12). YY will be replaced by the channel (module-specific range of values) |
| -200 | Execution error ; could not write to EEPROM <br> An attempt was made to write to the nonvolatile memory on the Option-01T but was unsuccessful. Writing to the nonvolatile memory occurs when the *SAV or the "MODULE:SAVE" or "PATH:SAVE" commands are executed |
| -200 | Execution error ; path recalled from EEPROM does not match relay card configuration <br> A path recalled using the "PATH:RECALL" command was NOT recalled. This path identifies channels which are outside the valid range of channels for the current set 1260 series switch modules. This could occur if new modules are added, or if module addresses are reassigned, after executing the "PATH:SAVE" command |
| -200 | Execution error ; state data in EEPROM is corrupt or not present <br> A state recalled using the "*RCL" command, or with a scan list, was not present in nonvolatile memory, or the memory is corrupt |


| -200 | Execution error ; state in EEPROM does not match present relay card configuration <br> Channel state information, recalled using the "*RCL" command or in a scan list, does not match the present system configuration. Only those modules which match the state are updated. This could occur if modules are removed or if module addresses are changed after executing the "*SAV" command |
| :---: | :---: |
| -200 | Execution error ; path data in EEPROM is corrupt or not present <br> The "PATH:RECALL" command was executed, but no valid path data was found in nonvolatile memory. The "PATH:RECALL" command cannot work until the "PATH:SAVE" command has been executed. |
| -200 | Execution error ; EEPROM has not been initialized <br> The nonvolatile memory of the Option-01T has not been initialized. It should be initialized automatically when the first *SAV or similar command is specified. This may indicate that the nonvolatile memory is corrupt or malfunctioning |
| -200 | Execution error ; module name data in EEPROM is corrupt or not present <br> The "MODULE:RECALL" command was executed, but the data in nonvolatile memory is corrupted. This could occur if the "MODULE:SAVE" command has never been executed. |
| -200 | Execution error ; serial number in EEPROM is corrupt <br> The serial number in the nonvolatile memory is corrupt. This could occur if the nonvolatile memory is corrupt |
| -200 | Execution error ; relay module EPROM channel-to-index function is corrupt <br> The switch module with the on-board configuration PROM is corrupt. The portion of the PROM reserved for the "channel-to-index" mapping function is corrupted |
| -200 | Execution error ; relay module EPROM consistency check function is corrupt <br> The switch module with the on-board configuration PROM is corrupt. The portion of the PROM reserved for the data consistency check function is corrupted |
| -200 | Execution error ; relay module EPROM confidence check function is corrupt <br> The switch module with the on-board configuration PROM is corrupt. The portion of the PROM reserved for the confidence check function is corrupted |
| -200 | Execution error ; relay module EPROM update hardware function is corrupt <br> The switch module with the on-board configuration PROM is corrupt. The portion of the PROM reserved for the hardware update function is corrupted |


| -200 | Execution error ; relay module EPROM is corrupt <br> The switch module with the on-board configuration PROM is corrupt. The PROM header data does not match the expected header pattern. |
| :---: | :---: |
| -210 | Trigger error <br> An error occurred while triggering the instrument |
| -211 | Trigger ignored <br> A trigger was received but was ignored due to activity within the Option-01T |
| -212 | Arm ignored <br> An attempt to arm the Option-01T was ignored |
| -213 | Init ignored <br> The INIT:IMM or INIT:CONT command was ignored |
| -220 | Parameter error <br> An error has been detected with the parameter to a command. No further information is known about this parameter error |
| -221 | Settings conflict <br> The programmed settings of the device conflict with one another |
| -222 | Data out of range <br> The data passed for a numeric parameter does not fall within the valid limits for the parameter. This type of error typically consists of more information as shown below |
| -222 | Data out of range ; channel is not valid for module <br> The specified channel number is not a known channel for the module specified |
| -222 | Data out of range ; module number is out of range (1-12) The module address specified must be in the range 1 through 12 |
| -222 | Data out of range ; invalid state number <br> A state number specified by the "*SAV", "*RCL" command or by the "STATExx" keyword in a "SCAN" command is not within range. State numbers range from 0 through 100. |


| -291 | Out of memory <br> The allocatable memory used by the Option-01T is completely in use. No memory remains to perform the commanded action. Commands such as "INCLUDE", "EXCLUDE" and "PATH" allocate memory. Free up some memory using the "INCLUDE:DELETE", "EXCLUDE:DELETE", or "PATH:DELETE" commands. |
| :---: | :---: |
| -292 | Referenced name does not exist <br> The specified path name or module name has not been defined |
| -293 | Referenced name already exists <br> The specified path name or module name in a "PATH:DEF" or "MODULE:DEF" command has already been defined |
| -300 | Device-specific error <br> This error is returned when an error occurs during the execution of the command, but no further information about the error is known. Typically, additional information is returned as shown below. |
| -300 | Device-specific error ; unknown module ID - (Address XX = ID YY) <br> A 1260 series module was found at start-up but the ID byte on the module is not known to the Option-01T. The module address, 1 to 12 , will replace the $X X$, and the ID byte for the unknown card will replace the YY. The ID byte is shown in hexadecimal |
| -300 | Device-specific error ; no module at specified module address (112) <br> A command was received to operate a switch module, but there is no module with the address specified |
| -330 | These error reflect a particular self test failure. Each one is described below. In each case, repair of the Option-01T is strongly recommended |
| -330 | Self-test failed; RAM failed at address $X X$ : wrote $Y Y$, read $Z Z$ <br> The RAM self-test has failed because data written to RAM could not be verified. <br> The RAM address is a hexadecimal number represented by $X X$ <br> The pattern wrote to the RAM was a hexadecimal pattern represented by $\mathrm{Y} Y$ <br> The pattern read from the RAM was a hexadecimal pattern represented by ZZ |
| -330 | Self-test failed; ROM checksum failed: expected XX, computed YY <br> The ROM checksum test has failed. The computed checksum, and the checksum stored in the PROM do not match |


| -330 | Self-test failed; timer test failed <br> The real-time clock test has failed. |
| :---: | :--- |
| -330 | Self-test failed; Error while writing YY to EEPROM address XX <br> The EEPROM would not verify during a write a pattern YY to the EEPROM. Pattern YY is <br> replaced by a hexadecimal number. The address, XX, is also displayed in hexadecimal |
| -330 | Self-test failed; Error restoring data to EEPROM address XX <br> In proof of Murphy's Law, the self-test was able to write all patterns to the EEPROM, but <br> could not restore the original data that had been stored. Thus by testing we have <br> corrupted the EEPROM. Some data stored in EEPROM, such as relay state, path, or <br> module name information may be lost |
| -350 | Queue overflow <br> The error message queue contains a maximum of 15 entries. There was an attempt to <br> add a new error message after the queue was full. Therefore, the additional error is lost. |
| -400 | Query error <br> An error was detected with a query sent to the Option-01T |
| -400 | Query INTERRUPTED <br> Errors with error codes greater than 100 represent errors which should not occur. Please <br> record the exact error message and contact Customer Support. |
| -430 | Once a query is sent, the reply for that query must be read BEFORE another command is <br> sent |
| The output buffer was full, so a reply to a query could not be completed |  |

## Appendix C IN CASE OF TROUBLE

General
If you have problems using the 1260_series switch modules, refer to the following table and try the recommended remedies. If the problem persists, contact Customer Support. (Contact information is at the front of this manual.)

Table C-1, Trouble Shooting

| PROBLEM | POSSIBLE CAUSES | WHAT TO DO |
| :---: | :---: | :---: |
| FAIL LED indicator does not momentarily illuminate when chassis power is switched on. | - FAIL LED cable not correctly installed. <br> - Logical address of Option-01T conflicts with that of another VXIbus module in the chassis. | - Check the FAIL LED cable inside the switch module containing the Option-01T (See Chapter 2: Getting Started). <br> - Verify that the Option01T logical address is set to a different number from that of any other modules (See Chapter 2: Getting Started). |
| FAIL LED indicator stays on after self test. | - Firmware PROM incorrectly installed <br> - Faulty Option-01T module. | - Verify that the PROM is securely installed in its socket (See Figure 4-2 for position on board). <br> - Contact Customer Support for assistance. (See 2 pages behind cover page). |
| Bus error after issuing a register command to the Option-01T. | - Incorrect module address switch setting. <br> - Command is being issued to an incorrect address. | - Verify the logical address DIP switch settings. See Logical Address Switches in Chapter 1: Getting Started. <br> - Verify that you are sending the command to the correct address. See Communicating Via VXIbus in Chapter 1: Getting Started. |


| Switching module relays do not respond to commands. | - Incorrect Option-01T configuration. <br> - Command is being issued to an incorrect address. <br> - Switch module address is not properly set. | - Run Option-01T self tests as detailed in Communicating via VXIBus in Chapter 1: Getting Started. <br> - Verify that you are sending the command to the correct address. See Communicating Via VXIbus in Chapter 1: Getting Started. <br> - Verify correct setting of module address DIP switches on the switch module. See Module Address Switches in Chapter 1: Getting Started. |
| :---: | :---: | :---: |
| Incorrect switch card responds to command. | - Switch module address is not properly set. | - Verify correct setting of module address DIP switches on the switch module. See Module Address Switches in Chapter 1: Getting Started. |
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## Appendix D MODULES

## General

This section is provided to help you organize the manuals shipped with your switch modules. As you receive these individual switch card manuals, please insert them in this section.
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